Free for hobbies

Enjoy Programming

- 1t Liniting ReistoryiFront Panel

Ject Operste Tools Window Help

1 [Tspt Appication Font~ | fov e Miv 4D~ [Tsearc
and i
0. onR o - P @ 2 LED
‘ent Limiting Resistor = * © .
= i - — | LED Brc
= & o
- O AT o -
Current
LED Specifications B
Zorward Voltage (V) fr—
= y1.6 0
IS4
12000 Fu Continuous Forward Current (mA)
2 elp B
e é_g’ :ation Font ~ | Sov ov GHv fap
10000~ s & -
o- g Leave a natural number that is Stop when the
so0- -s not divisible by prime numbers root of Nis eXC?EGed
;7o
7 eoco] i A ¥ i
i G j
] | j it Delete From Array
3000~ g 1l " " v i I \H 1 il i v "3
AR e 8 SN S
1000 ; / Quotient & L\
) . )
o : : : : 1 [[ Remeinder conditional %
1 2 3 4 5 . .
et Prime number indexing %
FUASHYERPEE i - =
- X

CICIICIIL Ul uIc altay




Copyright (c) 2020 Japan LabVIEW Users Group, Volunteer members.

[©lekce]

This work is licensed under a Creative Commons Attribution-
NonCommercial-NoDerivatives 4.0 International License.

| COBEICRIENE IO SLBMITS (Y ATRESNET,
£ All programs attached to this book is provided under the MIT license.



http://creativecommons.org/licenses/by-nc-nd/4.0/
http://creativecommons.org/licenses/by-nc-nd/4.0/
http://creativecommons.org/licenses/by-nc-nd/4.0/
http://creativecommons.org/licenses/by-nc-nd/4.0/

Foreword

Jeff Kodosky, the father of LabVIEW,
gave us his thoughts on LabVIEW Community Edition and the following message for our readers.

We created the LabVIEW Community editions so engineers could use the software for free — to pursue
their hobbies and personal projects, experiment with programming ideas and create and share IP with their
peers. I am thrilled to see the Japan LabVIEW User Group create this e-book that contains everything a
budding hobbyist would need to start programming with LabVIEW. The quality of this work shows we have
a very passionate community of LabVIEW developers who want to share their love of LabVIEW with
everyone. I personally want to thank the Japan LabVIEW User Group for their enthusiasm, dedication, and
hard work. I look forward to seeing the many fantastic projects everyone will create with the LabVIEW
Community edition after reading and learning with this free e-book.

JEFF KODOSKY
Inventor of LabVIEW
Cofounder and Business and Technology Fellow, NI
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Introduction

What comes to your mind when you hear the word "programming"? Your computer and smartphone are
in fact, working thanks to programming. You can find programming everywhere. There is rarely any home
appliance (TV, fridge) that does not use programming. It is hard to come to the realization, but programming
has become a part of everyday life.

From 2020, programming has been included in the school curriculum in Japan (Figure 0-1). The word
"study" might put you on guard, but unlike other subjects, studying involves using a computer. Now that
sounds a bit better, doesn't it? When you are forced to study, learning stops being fun because it is something
you have to do. But there are many perks to being able to program.

« Automating various tasks
The tasks that you used to do manually can be automated by programming. For
example, if your homework is to measure and record the temperature every hour,
you can use programming to automatically measure and record repetitively at
specified intervals.

* More convenient life
Old TVs could only show TV programs. However, with the progress of technology,

especially in programming, TVs can now connect to the Internet. Various new e —
L vl LI=05]
features have been added, including using the Internet on TV. Another example I I I l

is the cleaning robot (Figure 0-2). It remembers the cleaning course and gets ) i
Figure 0-1 Studying???

O

every corner of the house squeaky clean thanks to programming.

* Job opportunities
There are many companies out there that want people with programming skills.
Becoming a programmer (someone who can program) will open more career

doors for you in the future.

* Make your own games
All games, whether RPGs or fighting games, are made by programming. It is
common to buy and play the games you want, but once you master

programming, you can create and play your own titles.
Figure 0-2 Cleaning robot



Now that we have covered the perks, let us look at different kinds
programming out there. It is said that there are several thousands types of
programming in the world. They each have their own set of
programming rules. Just like English and Japanese, they can be used to
program the same content with different rules (Figure 0-3).

Because of this, programming rules are collectively called
"programming languages.” There are vast number of programming
languages, ranging from ones that have been around for decades like
machine language and C, to the popular Python and LabVIEW. It is hard
to say which is better than which, but it is often the case that some
programming languages become obsolete while some become popular
because of the trends in the world. It is quite important which language
you choose to learn. The outcome of your studying is way more valuable
if you choose to learn a popular language rather than an obsolete one,
because there is more demand out there for programmers who can
program in the popular languages. The first milestone of studying
programming is choosing the programming language.

In this book, you will learn programming using LabVIEW. LabVIEW is
not just a programming language for learning purpose but also commonly
used in the real world. LabVIEW is used to develop new products in
companies and perform state-of-the-art researches in universities (Figure
0-4, Figure 0-5). In this book, the small details of programming (such as bit
arithmetic) are not covered. However, you will master how to "measure"
and "control" with LabVIEW. We hope that you will simply enjoy
programming and the science along this journey with us.

‘ CAITED I
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Figure 0-3 Greetings

Figure 0-4 Mars rover

Figure 0-5 loT (Internet of
Things)
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Part 1
Getting Started with LabVIEW

Chapter 1
Studying Programming
with LabVIEW

We will review computers and programming briefly and introduce key features of the LabVIEW graphical

programming and the world where LabVIEW is used.
[Keywords] Programming, Text-based language, graphical language, LabVIEW, Physical computing, Arduino,
Raspberry Pi, LINX, LabVIEW Community Edition

1.1 Computer and Computer Program

What is programming? A computer program is an instructions manual that
tells computers how to perform a task. Let’s say you were asked to “Take a
memo on what I say. Write that a tomato is $1, meat is $2, and books...will be two
books so $20.” This memo would look similar to this (Figure 1-1). You were able
to complete this task successfully.

Figure 1-1 Shopping list



Let’s say we were to ask the PC to do the same. The result is that no memo has been taken (Figure 1-2).
Why did this happen? This is because PC cannot act the same way as humans when told to perform a certain
task. We humans can understand the instruction and break it down into smaller steps.

(1) To take a memo, prepare a pencil and a notepad

(2) I heard “Tomato is $1” so let’s write down “Tomato $1.”

(3) I heard “Meat is $2” so write down “Meat $2.” q q 9
(4) I heard “and books...” so let’s first write “Books” A ® ®

(5) “will be two books so $20” should be written as “Books $20.”

Just like this. Instead, PC does not understand the action of
“taking the memo.” Even if it did understand memo taking, PC does
not know that it needs to prepare a pencil and a notepad. We need to
tell the steps very precisely to PC in order to have it assist us. The
instructions that PC can understand are very few compared to

humans, so we must break down the instructions more explicitly

and explain in detail. REDERIRECIEREEES

Programming is the act of creating the instruction manual to ask
computers to perform a task. Figure 1-2 Result of PC’s chore

Moreover, we also need to ask computers to perform a task in a
specific order. The instructions “Use a pencil to write words,” and
“Write words using a pencil” are the same for humans, but a PC
cannot understand the minute difference between the two. The
syntax, or the way to ask PC to perform a task, is specifically fixed,
and if we tell it the wrong way, PC cannot perform the task we feed
into it.

Furthermore, even if we write the instructions precisely, a PC still
cannot understand it. Our language and the language that PC can

understand are different. Even a phrase “Write a word” to a PC
would be gibberish. Therefore, we must translate the instruction to
PC language so that it can read them. This is called “compiling,” and ~ Figure 1-3 Programming

2



a PC can finally start a task when we compile the instruction manual we created with programming (Figure
1-3).

1.2 Text-Based Language and Graphical Language

In the programming world, it is a tradition to write a program that displays “Hello” on the PC monitor as
a first step. Thousands of programming languages can be divided into “Text-based language” and “graphical

language.”

Text-based language - C code as an example
#include / / Preparation to use display terminal
int main(){/ /Beginning of the program
printf(“Hello, World”);/ / Writing Hello

return 0;}/ / End of the program

In text-based languages we program by typing code with the keyboard in text editor such as the Notepad.
In this example, “printf” is the instruction to display “Hello, World” on the PC monitor. In text-based
languages, there are predetermined writing rules for every type of instructions. Programmers type in the
instructions based on these rules. To run the program, we need to compile the code, and once compiled, the
program will be executed in the order it is written in the notepad from top to bottom.

Graphical Language — LabVIEW as an example
In graphical languages, we program
by placing many different icons on the = . B untitled .. — O % ‘
File Edit View Project |
i

monitor and connecting the icons with

File Edit View Project Opera

lines (Figure 1-4). In this example, we > ® n oy oo S ® n < H

are programming by connecting the N A
icon with “Hello, World” written on it

and the “String” icon with a line. When Swing String

it is run, “Hello, World” is displayed on [Hello, World |-{#as<]| Hello, World

the right window. Most graphical

programming languages provide their . v

own programming software, and < > < >
programming is done within that Figure 1-4 Graphical language - LabVIEW



software. This programming software is called “Development Environment.” In graphical languages, icons
are provided for each task you ask to the PC, and programmers use the icons and lines to program. In the
development environment, a run button is provided, and when you press the button, the program is compiled
and run automatically.

Either of the text-based or graphical language is superior than one another. There are pros and cons for
each. For example, website design is best handled with a text-based language such as JavaScript, not with
LabVIEW. However, a program that measures room temperature every five minutes with a sensor can be best
written with LabVIEW. Most programming languages used today are text-based. However, graphical
language such as LabVIEW and Simulink (product of Mathworks Inc.) are used very extensively in specific
fields such as engineering.

1.3 Physical Computing and LabVIEW

You may not think about programming in your daily life. I don’t believe there are many days where you
think to yourself “I felt programming today.” The reason why it is difficult to be conscious about
programming is because you do not use it in your daily life. To make PC and programming closer to our lives
and broaden the potential of computers, the concept of “Physical Computing” was born. The key point is
“bringing PC and programming more practical to our
daily life.” This does not mean that you study
programming every day; it means improving our daily
lives with PC and programming. For example, if you
often forget to turn off the lights in your room, you can
craft a system that automatically turns off the lights
using a PC and electronics kit. Recent gaming hardware
allows you to play by shaking the remote controller. This
is also an example of physical computing. The remote
controller contains a microcomputer that reads the
acceleration sensor and displays that data to humans
through the game monitor. It is important, even from the

point of view of studying programming, to incorporate

computers and programming into our daily lives.
Studying programming just for the sake of studying
would not stick to your mind. If you define a purpose to Figure 1-5 Arduino
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study, it will accelerate the speed to acquire the

knowledge. Veo
LabVIEW is good at handling systems made with Light

electronics kits. When you combine LabVIEW and ’@f\ . gNJUS&L

electronics kits, we are able to venture outside of T—ovm,t

computers and measure the temperature or turn a light SR

switch on and off. LabVIEW may be the programming

language that is the best fit for the concept of physical

computing. To connect our physical world to a PC, we .
NJL7502L White LED Vce=5.0V

need a hardware, a product made with electronics 10 =T
manufacturing. In the previous years, it was difficult to ) : ; | il
. . . . — -~ >

purchase the hardware privately since it was typically jizz: | g
expensive, but nowadays, because the notion of “make s 01y e

. . . . E] — = ——500Q |
simple things at low cost” is widespread, we are able to 2 oo i . - fzg I
purchase hardware at relatively low price and play with - --oct0kQ o R
it with programming. Let us introduce two LabVIEW- A
friendly hardware types. 0.0001 P —

1 10 100 1000 10000 100000
Ev(Lx)

One of them is the Arduino (Figure 1-5). It is a . _
hardware that can be purchased at around 25 US Figure 1-6 An optical sensor
dollars, and it is very popular because of its simplicity
and ease of use. Since it has voltage input and output
features, it can read the voltage outputted by sensors or
turn on an LED. A sensor is an electronics component
that changes its output voltage based on condition. For
example, an optical sensor changes output voltage
based on the strength of light applied to it. By
monitoring this voltage, we can read the current
strength of light (Figure 1-6). Another hardware is
Raspberry Pi (Figure 1-7). This is around 60 US dollars,
but unlike Arduino, it is able to put on an OS. An OS is
a software needed to operate a PC such as “Windows”
or “Mac.” In other words, Raspberry Pi is a PC. You are
able to purchase a PC for under $100. Of course it is not Figure 1-7 Raspberry Pi




a high spec PC, so you would not be able to play the latest computer games, but by having an OS, it is able to
perform more sophisticated tasks than Arduino. The reason why these two types of hardware are easy to use
from LabVIEW is because LabVIEW has the tools that allows users to use them easily. Usually when
connecting a hardware to a PC and using it from LabVIEW, one must perform complicated and laborious
procedures. However, LabVIEW provides a tool called LINX that allows users to skip these complicated
procedures. This way, users can focus on building what we want to build. By the way, do you know how
much LabVIEW costs? When you look up the price on web you may see that it is from several hundred
dollars to several thousand dollars. But don’t worry. It is free of charge. Previously, when using LabVIEW at
work or at home, you were required to purchase the license. However, in 2020, National Instruments decided
that for non-commercial use, i.e. using it for private hobby and not for business, anyone could use LabVIEW
for free. This version is named “LabVIEW Community Edition,” and there is no functional difference between
the Community Edition and the paid edition. To repeat, you may not use this free edition when using it for
business, and you must purchase a license for LabVIEW. Furthermore, if you wish to use LabVIEW’s

additional tools (called modules, toolkits or add-ons), you also need to purchase a license as of today.

1.4 The Best Use Cases of LabVIEW

Let us introduce again the fields that LabVIEW best works at. This is a little sophisticated and not directly
related to programming study, so feel free to skip this section. LabVIEW works the best at automated test and
control combined with hardware. The hardware mentioned here can be test instruments such as oscilloscopes
and function generators or familiar items such as cameras and motors. For example, at a machine factory,
LabVIEW is used to check if that machine is manufactured correctly without any errors. This is checked by
applying voltage to the machine and measuring that voltage to check for errors. In another example, a testing
system with camera is used to make sure that the printed words on a bag are printed correctly. As you can see,
LabVIEW is used in many companies by combining it with different hardware. Real examples can be viewed
on the website below.

http:/ /www.ni.com/innovations-library / case-studies (Select your favorite industry from the “Industry”
section on the left side of the page.



Article 1
LabVIEW Heads Towards NXG

In 2017, National Instruments announced “LabVIEW NXG,” the next generation of LabVIEW.
LabVIEW NXG was not developed based off of LabVIEW and made from scratch. With the
similar functionality of LabVIEW remaining, LabVIEW NXG adds new functionalities such as
the user-requested zoom in and out of the window, improvement on project management, and

web development. Currently in 2020, not all features of LabVIEW is included in LabVIEW
NXG, and it is a work in progress. National Instruments promises to invest in the continuous development of
LabVIEW NXG, and it will become the mainstream in the near future. Is LabVIEW free now because National
Instruments plans to migrate to NXG? Seems not. LabVIEW NXG Community Edition can also be used for
free. More on this will be explained in Chapter 2.
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Chapter 2
Using LabVIEW
Community Edition

Let us introduce LabVIEW Community Edition and the structure of this document. We will also explain how
to download and install LabVIEW Community Edition.

[Keywords] LabVIEW Community Edition, LabVIEW NXG Community Edition, Arduino, Creating User
Profile, Downloading LabVIEW Community Edition

2.1 Features of LabVIEW and LabVIEW NXG

LabVIEW was first introduced to the world in 1986. In those days it was customary to develop with text-
based language, so engineers first studied the language and after a while they began their actual job.
However, the learning process takes too much time, and engineers cannot get their actual job done quickly
enough. The first version of LabVIEW was innovated at this time in the United States. LabVIEW was not
popular at the time where the text-based language was the mainstream, but as the graphical programming
concept became gradually accepted, LabVIEW became the standard for the graphical programming language.
This was because for engineers who were not used to text-based language, graphical programming was faster
to learn, and they were able to focus on their actual jobs. After around 35 years, LabVIEW has stacked various
layers of improvements and feature additions. This includes features suggested by users as well. LabVIEW

became a must-have tool for many engineers.

A feature of LabVIEW includes “icons” and “wires.” In LabVIEW, we create a program by placing the
icons called “function node” on the window (Figure 2-1).

Each function node has its own roles, and 1 Button Dialog function node shows a message on a window.
We can compare using a function node with asking someone a chore such as “shopping” or “writing.” In
LabVIEW, data is passed through lines called wires. This “data” is the information needed to ask the PC to



conduct a task. In the comparison with the chore, data is “what” task to conduct. In Figure 2-2, we ask the PC
to display (the task) the word, “Hello” (data).

In LabVIEW we create a program by placing the function node and connecting them with the wires. More

will be explained in Chapter 3.
In LabVIEW Community Edition, there are two versions, LabVIEW and LabVIEW NXG. At this time,

LabVIEW Community Edition is available only in English. LabVIEW NXG, however, already has a feature to
switch between languages, so you are able to use NXG with your preferred language. In this text we will use
LabVIEW for programming. As we discussed in the previous article, LabVIEW NXG is currently a work in
progress. When it becomes more developed, NXG will become the mainstream, so we would like to update
this text to use NXG as well.

Function node rpr
One Button Dialog ellor4d

Hi I _—_
message

Hello

[String Constant|

Figure 2-1 Function node Figure 2-2 Displaying “Hello”
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2.2 Structure of this Document

1)
)
@)

1)
)

@)

(4)
(@)

(6)

?)

This document is designed for the following audience:

Persons in Junior High School or above

Those interested in doing programming or wants to feel programming closer
Those who want to work with electronics kits

There are three parts overall and are divided into chapters.

In Part 1, we introduce LabVIEW and conduct some preparation to use LabVIEW.

In Part 2, we provided you with a subject to learn LabVIEW programming with just a PC. In Chapter 3,
we will study the ways to control and program in LabVIEW using a simple application named “LED and
Current Limiting Resistor.vi.” We create a current limit resistance calculation program that model real
LED properties while studying ways to implement arithmetic operations and numeric comparisons and
design an LED simulator app.

In Chapter 4, we will use the program called “SoundVIEW” that saves the sound taken from PC
microphone or PC application and perform frequency analysis called spectrogram and observe how this
program is made. We will then create a program that display sound data to a graph or play it in reverse to
study how to input and process data.

In Part 3, we will use Arduino UNO and some electronics parts to learn programming.

At the beginning of Chapter 5, we will learn how to use Arduino. You will experiment with the push
switch and DC fan to observe digital input and PWM output.

In Chapter 6, we will create a program that measure the Voltage-Current property of an LED using an
LED, a resistor, and a variable resistor. As an example of data analysis, we will use linear regression to
calculate the coefficient of the PN junction of an LED.

In Chapter 7, we will create a program that use the Arduino as an interface for MAX30102 module to
acquire the blood flow data and calculate the heartbeat. 12C connection will be mentioned. We will also
need to solder the pin headers.



2.3 Installing LabVIEW Community Edition

Let us introduce the steps to install LabVIEW Community Edition. First create a National Instruments user
profile. This includes steps to input your personal information, so do this step with your parents or guardian

if you are underage.

1. Access the National Instruments web page.
https:/ /www.ni.com

2. Click “Log in” at the top right corner (Figure 2-3).
Click “Create Account >” (Figure 2-4).
4. Enter the required credentials and click “CREATE ACCOUNT” (Figure 2-5).

Automated Test and Automatec X | 4

O @ A https://www.ni.com/en-us.htm A S $

MY ACCOUNT °
LT

INNOVATIONS ~ PRODUCTS ~ SUPPORT  COMMUNITY

Figure 2-3 Login

NI User Account

Log In
Email

Password Forgot Password?

([ Stay logged in

Figure 2-4 Create

=
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Create an NI User Account

Already have an account? Log In >

First Name Last Name

[ ]

Required field
Role

Please Select v

Email Address

Password

Figure 2-5 Create user
profile (input)

CREATE ACCOUNT



After you created your user profile, let’s install LabVIEW Community Edition.

Access the website below and click on LabVIEW Community Edition link (Figure 2-6).
http: / /www.quatsys.com /labview /1109 /lvproraku.jp.html

Click “DOWNLOAD NOW” button and select “LabVIEW 2020 Community Edition (Figure 2-7).

About

A manual for a programming language called "LabVIEW". It's all free.

Although LabVIEW is an expensive tool for professionals who develop automatic measurement and control systems,

"LabVIEW Community Edition" that can be used for free only for hobby was released in April 2020.

This is a great tool that allows you to create advanced software as if you were drawing it, so we wanted as many people as
possible to know how wonderful LabVIEW is.

Figure 2-6 Link to LabVIEW Community Edition

INNOVATIONS ~ PRODUCTS  SUPPORT ~ COMMUNITY

Home ) Shop ) Whatis LabVIEW? ) Select Your LabVIEW Edition ) LabVIEW Community Edition

LabVIEW Community Edition

The LabVIEW and LabVIEW NXG Community edition is free for non-commercial use.

DOWNLOAD NOW Who Can Use the Community Edition?

LabVIEW 2020 Community Edition

LabVIEW NXG Community Edition

Figure 2-7 Downloading window
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You will move to the download page. Click “DOWNLOAD” button at right of the page. You need to be
logged in with the user profile you created (Figure 2-8).

You will be asked about how to treat the file, so select “Save” and save the file to a folder of your choice

(Figure 2-9). (This will look different on browsers other than Microsoft Edge, but please save the file to
the PC one way or another.)

+

DOWNLOADS

Supported OS

Included Editions

Version
Application Bitness

Language

INNOVATIONS

LabVIEW Community

LabVIEW is systems engineering software for applications that require test, measurement, and control with rapid access to hardware
and data insights

+ Read More

LabVIEW 2020 Community
Windows View Readme Release Date
4127120
Community > Supported OS
o This edition is only for
noncommercial and nonacademic > Language
use. Learn more CT
32t File Size 8
19168 3
=
English I
Figure 2-8 Download website
PRODUCTS ~ SUPPORT ~ COMMUNITY O\

., ni-labview-

|
10/19GB, 1

Downloading LabVIEW 2020 Community

\l/ Next Steps

L1 After the download is complete, you can launch an installer that will take you through the process of selecting features
and installing the software. If you have problems with this process, you can restart the download
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When finished, “ni-labview-2020-community-x86-_xxx.iso” will be downloaded. Right-click and select

“Mount” (Figure 2-10).

When mounting is finished, a virtual DVD drive will be made and all the files in the ISO file will be

displayed. Double click on “Install.exe” and run it (Figure 2-11).

3

<J

v Manage Downloads
Home Share View DiscImage Tools
<« v N ‘ > ThisPC > Downloads >

Name Date modified Type
s Quick access
v
[ Desktop » Today (1)
- i - - it~ }.2:25 DAA Dice lmana Fil
‘ Beralamds - D ni-labview-2020-community-x86
. . Mount
[£ Documents #  Along time ago (1) —
Burn disc image
[&=] Pi ASRSetu : -
B Pictures o P E Scan with Windows Defender...
. FileExchange # & Share
 Music Open with...
Videos .
m Give access to
@ OneDrive Restore previous versions
_ coaas
Figure 2-10 Mounting the I1SO file
@I M= Manage DVD Drive (H:) ni-labview-2020-
Home Share View Application Tools
<« v A ) > ThisPC > DVD Drive (H:) ni-labview-2020- v O
Name Date modified Type Size
s Quick access
I Desk - bin 4/2 AM File folder
eskto
P feeds 4/2 File folder
¥ Downloads ¢ meta-data 4 File folder
[£ Documents * pool File folder
=] Pictures #  1d Install.exe Application 1,504 KB
D Music %] InstaliCHS.dll Application exten... 30KB
B Videos 2] InstallDEU.dIl Application exten... 81KB
r-j InstallFRA.dIl Application exten... 81KB
@ OneDrive D I A y on
%) InstallJPN.dlI Application exten... 80 KB
[ This PC [2] InstalikoR.d Application exten... 80KB
o [5] patentsxt Text Document 24K
¥ Network

Figure 2-11 List of files in

Install folder

15



7. When “Install.exe” is run, “NI Package Manager,” the software necessary to manage the National
Instruments software, will be installed. Read the license agreement and if you agree, select “I accept the
above license agreement” and click Next (Figure 2-12). Click Next a few times to begin the installation

(Figure 2-13).

NI Package Manager X NI Package Manager X

Select Agree Review Finish Select Agree Review Finish

You must accept the license agreements below to proceed. I

Installing NI Package Manager Deployment Support

NATIONAL INSTRUMENTS SOFTWARE LICENSE AGREEMENT £

CAREFULLY READ THIS SOFTWARE LICENSE AGREEMENT (AGREEMENT). BY DOWNLOADING ]

THE SOFTWARE AND/OR CLICKING THE APPLICABLE BUTTON TO COMPLETE THE INSTALLATION
PROCESS, YOU AGREE TO BE BOUND BY THE TERMS OF THIS AGREEMENT. IF YOU DO NOT
WISH TO BECOME A PARTY TO THIS AGREEMENT AND BE BOUND BY ITS TERMS AND
CONDITIONS, DO NOT INSTALL OR USE THE SOFTWARE, AND RETURN THE SOFTWARE (WITH ALL
ACCOMPANYING WRITTEN MATERIALS AND THEIR CONTAINERS) WITHIN THIRTY (30) DAYS OF
RECEIPT. ALL RETURNS TO NI WILL BE SUBJECT TO NI'S THEN-CURRENT RETURN POLICY. If you
are accepting these terms on behalf of an entity, you agree that you have authority to bind the entity to
these terms.

The terms of this Agreement apply to the computer software provided with this Agreement, all updates or
_unnradac tn tha enfhuara that maw ha nrovidad Iatar hy NIac nart of any mai tachniral cunnart_ar Y
This license agreement applies to the following packages: NI Package Manager

(O | do not accept the license agreement.

Figure 2-12 NI Package Manager License Figure 2-13 Begin installing NI Package
Agreement Manager
Select Agree Review Finish

Additional items you may wish to install:

»

[ JKI Vi Package Manager
g 9
Package Manager helps cover, create, and install LabVIEW add-ons

LabVIEW Database Con

tivity Toolkit (3

dat

MGl Solution Explorer
Easil

NI Certificates Installer

i figures M

Figure 2-14 Selection window for LabVIEW
components
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When the installation of NI Package Manager is complete, it will move onto LabVIEW installation

window. Here we select add-on packages to LabVIEW. Leave everything selected, and click Next (Figure

2-14).

As in NI Package Manager, the license agreement will be displayed. Read the license agreement and if
you agree, click Next (Figure 2-15, Figure 2-16).

10. You will be asked once more if all the installation components are correct. Click Next to begin the

installation (Figure 2-17).

Installing X

Select Agree Review Finish

You must accept the license agreements below to proceed.

i JKI VI Package Manager

NATIONAL INSTRUMENTS SOFTWARE LICENSE AGREEMENT &

CAREFULLY READ THIS SOFTWARE LICENSE AGREEMENT ("AGREEMENT"). BY DOWNLOADING
THE SOFTWARE AND/OR CLICKING THE APPLICABLE BUTTON TO COMPLETE THE INSTALLATION
PROCESS, YOU AGREE TO BE BOUND BY THE TERMS OF THIS AGREEMENT. IF YOU DO NOT
WISH TO BECOME A PARTY TO THIS AGREEMENT AND BE BOUND BY ITS TERMS AND
CONDITIONS, DO NOT INSTALL OR USE THE SOFTWARE, AND RETURN THE SOFTWARE (WITH ALL
ACCOMPANYING WRITTEN MATERIALS AND THEIR CONTAINERS) WITHIN THIRTY (30) DAYS OF
RECEIPT. ALL RETURNS TO NI WILL BE SUBJECT TO NI'S THEN-CURRENT RETURN POLICY. If you
are accepting these terms on behalf of an entity, you agree that you have authority to bind the entity to
these terms.

This license agreement applies to the following packages: NI DataPlugin AOPS, NI License Manager, NI
Update Service, LabVIEW Runtime (32-bit), LabVIEW Runtime (32-bit), NI Distributed System Manager 2020,
NI LabVIEW Command Line Interface, JKI VI Package Manager, LabWindows/CVI Shared Runtime, JKI VI

ccept the icense agreements.

I do not accept all the license agreements.

Installing X

Select Agree Review Finish

You must accept the license agreements below to proceed.

Microsoft Silverlight 5 Microsoft Silverlight 5.1
MICROSOFT SOFTWARE LICENSE TERMS A
MICROSOFT SILVERLIGHT 3 I
These license terms are an between Mi Corp (or based on where you live, one of
its affiliates) and you. Please read them. They apply to the software named above, which includes the
media on which you received it, if any. The terms also apply to any Microsoft
o updates (including but not limited to bug fixes, patches, updates, upgrades, enhancements, new
versions, and successors to the software, collectively called “updates™),
e supplements,
o Internet-based services, and
*  support services v
This license agreement applies to the following packages: NI System Components

@) | accept the above 2 license

() I do not accept all the license agreements.

Back Next

Figure 2-15 LabVIEW license agreement

Installing X

Select Agree Review Finish

Review the following summary before continuing.

»

¥ Install

bit 2020

Figure 2-16 Microsoft license agreement

NI Customer Experience Improvement Program Settings

Do you want to participate in the NI Customer Experience Improvement Program?

By joining the NI Customer Experience Improvement Program, under which NI periodically collects data related to your use
of our products, you can help our engineers improve the performance and capabilties of our products. This information wil
not be used to identify or contact you, or shared with third parties

Read the online NI Privacy Statement

(O Yes, | want to participate in the NI Customer Experience Improvement Program

(@ No, | do not want to participate in the NI Customer Experience Improvement Program

Figure 2-17 Final check for installation components

Figure 2-18 NI Customer Experience
Improvement Program

17




11.  When installation is complete, you will be asked if you would like to join “NI Customer Experience
Improvement Program.” You can either join or not join, so select either option and click the OK button
(Figure 2-18).

12. Next we will need to “activate” the software (Figure 2-19). In order to use LabVIEW, you will need to

login with the user profile you created and perform activation. Click “LOG IN TO ACTIVATE” and a new
window will be opened (Figure 2-20). Login with your credentials here.

13. Once logged in, we will activate LabVIEW. Check to make sure “Check my account for licenses” is
selected and click “ACTIVATE” (Figure 2-21). In your user accounts, you already have the license for
LabVIEW Community Edition, so there are no other special steps required for activation (Figure 2-22).

14. Lastly, restart your PC. Make sure to save the files if you have any other software open on your desktop
and reboot (Figure 2-23).

15. This completes the installation steps for LabVIEW. Go to Windows start menu to make sure that
LabVIEW is properly installed (Figure 2-24).

I3 NI User Account - a X

Activate Software

NI User Account

Log in to continue

Let's get started

You must obtain and activate a software license to continue.

LOG IN TO ACTIVATE

Email

Password Forgot password?

LOGIN

Figure 2-19 Activation window

Create account >

Figure 2-20 Input user profile

18



Activate Software

10 licenses selected

Identity-based activation uses your NI Account to activate. This lets you get started faster, receiv
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Article 2
Installing LabVIEW NXG Community Edition

The steps to install LabVIEW NXG Community Edition is almost identical to installing
LabVIEW. Go to the link for LabVIEW Community Edition and select “LabVIEW NXG

Community Edition” to receive the installer (Figure C2-1).

LabVIEW NXG Community

LabVIEW NXG enables engineers to quickly automate hardware, customize tests to project specifications, and easily view measurement results.

+ Read More

DOWNLOADS

LabVIEW NXG 5.0 Community
Supported OS Windows View Readme Release Date

4127120
Included Editions Community

> Supported OS

@ This edition is only for noncommercial and
nonacademic use. Learn more > Language

> Checksum

Version 50
DOWNLOAD

Application Bitness 64-bit

File Size
Language English, French, German, Japanese, Korean, 4.0268

Simplified Chinese

Figure C2-1 Download Link to LabVIEW NXG Community Edition
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Part 2
Getting Started
with LabVIEW Programming

Chapter 3
First Exposure to
Graphical Programming

In this chapter we will look at the basics of LabVIEW programming and elements specific to LabVIEW
programming.

[Keywords] Front panel, Run button, Run Continuously button, Abort Execution button, Pause button,
Control, Indicator, Block diagram, Control, Indicator terminal, terminal and wire color, Highlight Execution
button, data flow, VIicon, Help, Sub VI, New VI, Ctrl+T, Control Palette, Functions Palette, Drag and drop,
Wiring tool, Properties, Numeric Control, Numeric Indicator, Boolean Control, Bool Indicator
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3.1 Investigating the LED Properties in LabVIEW

LED (Figure 3-1) is short for Light Emitting Diode, and itis a
device that emits light when current flows through. LED has
advantages such as durable life and energy efficiency compared
to traditional light bulbs. In 2014 Nobel Prize for Physics was
awarded for the invention of the blue LED. Today LED is used in
everyday life, even around you. We will explain the principles of
the LED with the help of LabVIEW. LED has a direction, and
current flows only from positive side to negative side. The longer
side is positive and is called anode and the shorter side is
negative and is called cathode. When the voltage of the anode is
greater than cathode, current flows from anode to cathode. Inside
of the LED, positive ion and negative electrons are separated, and
when current flows through, these ions collide and the energy
emitted by the collision is show to our eyes as light (Figure 3-2).

W

¢ 1

€

P

Figure 3-1 Green LED, Yellow LED,
Red LED

Figure 3-3 is the circuit diagram including the LED. When we use LabVIEW, we can simulate the circuit with

programming instead of building the circuit in real life. That way, there would be no need to change resistor

parts to adjust the resistance or prepare multiple batteries for replacement. This process of recreating real-life

with programming is called simulation. Simulation is used to develop cars and airplanes as well.

A

VWV——Pt-o

R1 D1
100 Q LTL-307EE
<+ V1
— )5V
%
Figure 3-2 Principle of LED luminance Figure 3-3 Circuit diagram
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Let’s boot LabVIEW. From the Windows Start menu, select NI
LabVIEW 2020 (32bit) to boot LabVIEW (Figure 3-4). Go to the
example folder for Chapter 3 and open LED Simulator.vi. The window
displayed should resemble Figure 3-5. Let’s run the program to
observe the LED behavior. In LabVIEW we call a program a “VI” (‘vi
‘a1). Click the Run button (white arrow) at the top left of the window to
execute the VI. When executed, the LED turns in red color (Figure 3-6).
Next, turn the “Current Limiting Resistor (Ohm)” dial to 500 and run
the VI. Notice that the LED light is a little dimmer. Clicking the Run
button every time we try a different dial is cumbersome, so click the
Run Continuously button next to the Run button to let the VI run
repeatedly automatically. To stop the VI, click the Run Continuously
button again.

We will explain each objects on the window. “Power-supply
voltage” determines the voltage of the battery. Typically either of
5/3.3/1.8 V is used, so the VI is designed for you to choose from these
three options. “Current Limiting Resistor (Ohm)” limits the amount of
current that flows to LED. When more current flows into LED, the
brighter that LED will light, but too much current flow cause electrons

National Instruments
38

NI LabVIEW 2020 (32-bit)
Fia

NI Launcher
=53]

NI MAX
38
Office
OneDrive

OneNote

Figure 3-4 Booting from
Windows menu
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[ 3-1 LED Simulatori Front Panel
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Figure 3-5 Front panel for LED and Current
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Figure 3-6 Result of execution for initial state
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within LED to bounce into each other too strongly
and will break LED. To avoid this we use a resistor
to control the current flow. The more resistance it has
the less current flows into an LED. “Forward
Voltage” is the minimum voltage needed to light an
LED. If voltage is too small, electrons bounce too
slowly and will not release enough energy to light an
LED. Finally, “Continuous Forward Current (mA)”
is the amount of current flow that breaks the LED.
As an example, settings shown in Figure 3-7
displays “LED Broken”, indicating that LED has
broken. If you create this circuit in real-life, you may

(3 3-1LED Simulator.vi Front Panel
File Edit View Project Operate Tools Window Help
P& n

15pt Application Font ~ | Sov v v G

i

A ?

LED and

Current Limiting Resistor

Met
Power-supply voltage

v
g vV 0,

Current Limiting
Resistor (Ohm) A
500 v 0
w W e ¥
30_ 0

200- )

e 1000

LED Specifications

Forward Voltage (V)

216
<[

Continuous Forward Current (mA)
A
v 30

LED

LED Status
LED Broken

Current(A)
0

Current(mA)
0

Fiaure 3-7 LED broken

have broken your LED. However, you can use whatever settings in simulation and a real LED will not break.

This is a reason why simulation is used when companies develop new products such as electronics,

automobiles, and airplanes.

Try out different settings with LED Simulator.vi to get used to using LabVIEW.

(1) At what value of Continuous Current (mA) will LED break?

(2) When “Power-supply voltage” is changed from 5V to 1.8V, how should you modify other settings so that
LED turns in the same color as when the voltage was 5V? (There are multiple solutions)

(3) How could you have avoided the breaking of LED? What can be modified to avoid the damage?

3.2 Observing the LabVIEW Program

Now let’s look more closely at how this LabVIEW
program is made. The window you have been seeing
is called Front Panel, and it is a window used to
modify settings or view the return value of the
program. In programming we call such window a
User Interface (Ul). An interface is a connection
between something and something else, and in case
of programming, Ul is a connection between a user
and a program (Figure 3-8). Select from the menu
bar of LabVIEW “Window > Show Block
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Diagram,” and you will see a window with a white background. This is called Block Diagram. In LabVIEW,
we write the program in the block diagram and use the program from the front panel (Figure 3-9). You can

see from the block diagram how colorful it is. In LabVIEW a color is assigned to each type of data, i.e. orange

or blue from numbers, pink for text, etc. You can also see that objects with a same name is present both in

front panel and block diagram. We call them on the block diagram terminals, and almost every objects in the

front panel are coupled with these terminals in the block diagram. Objects with yellow background are called

functions, and they perform actions such as division or comparison between two values. Let’s observe how

3-1 LED Simulator.vi Block Diagram *
File Edit View Project Operate Tools Window Help
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Figure 3-9 Block diagram

this program works. Click on the Highlight
execution (Figure 3-10) and the lightbulb will turn
on. Run the VI, and you will see the program data
flowing in animation. Observe how the value set on
the front panel is displayed on the terminal and that
the front panel objects and the corresponding
terminals are paired. In LabVIEW, we program by
connecting the terminals and functions with wires. In
this example, the program is executed from left to
right, but in LabVIEW we can control the execution
flow of the program (ex: top to bottom, right to left,

[3 3-1 LED Simulator.vi Block Diagram *

File Edit View ProjacteQperate Tools Window Help

> & 1] @ 99 war@ 7 |15ptApplication Font ~ | 3o~

Power-supply voltage

DBL K

Forward Voltage (V)
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>

Meter
»OBL

In Range ar

= EE

25



etc.) by modifying the wiring. However, it is customary [& save changes before closing? X
to program LabVIEW from left to right. When you are
finished observing the program behavior, click on the x ::Eg ;:,":,l:::,'x i;‘:‘b;‘,’u‘ﬁ‘c’j:;v":"“gﬁo,y. ks unsaved
button on the top right of the front panel to finish the Sl

VL. Note that clicking the x button on the block diagram List unsaved changes...

just closes the block diagram only and does not finish

Save Save changes now
the VL. If you see the popup similar to Figure 3-11,
select “Don’t Save.” i\, Remove from memory without saving
Cancel Cancel the close operation

3.3 Creating a Simple LabVIEW Program
Figure 3-11 Save dialog

Let’s now create a VI from scratch. We will take the
LED program as an example. Fist, close all VIs and open the LabVIEW startup window (Figure 3-13). To
create a new VI, select “File > New VI” as shown in Figure 3-13 or press CTRL and N keys on the keyboard at
the same time. You can use your mouse along with the keyboard to enable you to control LabVIEW quickly.
Now that you made a new VI, let’s take a closer look (Figure 3-14). To the left of the screen, the window with
gray background is the Front Panel, and we use this to control the program with buttons or observe the
measurement data with a graph. It is empty now, but we can add buttons and graphs to create a control panel.
To the right of the screen with white background is the Block Diagram, and we use this to create the program.
To begin your LabVIEW journey, let’s first create a program that performs mathematical operations such as
addition and multiplication. We will place four necessary parts on the front panel. On the front panel, right-

& Labview - u] X ‘ & Labview - o x ‘
File Operate Tools Help

B> LabVIEW 2020

Create Project...
Open Project...

Create Project Open Existing Create Project Open Existing

Find Drivers and Add-ons Community and Support
nd the Pa the di
=

Figure 3-12 Boot menu of LabVIEW Figure 3-13 Creating a new VI

26



click on the mouse. The Controls Palette will be B
displayed (Figure 3-15). We will choose the necessary e
parts from this palette and place them onto the front
panel. You may already have the palette displayed
without right-clicking the front panel. You can close this
palette and have it reappear by right-clicking on the
front panel.

Place the mouse over Numeric icon, and you will
see many parts related to numbers. Left-click on the
Numeric Control (Figure 3-16). As you can see on
Figure 3-17, you will be able to grab the Numeric
Control and move it. Left-click on the front panel again, and you are able to place it on the front panel (Figure
3-18). In LabVIEW, we create the Ul window by selecting the parts from the palette and placing them on the
front panel. Similarly, place the Numeric Indicator (Figure 3-19). Notice that they look different. Numeric
Control is belongs to the Controls parts group, and the Numeric Indicator belongs to the Indicators parts
group. The Controls allows users to input data into the program by pressing buttons or inputting numbers.
We use indicators to get feedback from the program such as viewing the calculation result or graphs. Keep
this momentum and add two more numeric controls to set up the total of three numeric controls and one

Figure 3-14 Front panel and block diagram
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Figure 3-18 Placing the numeric control
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Figure 3-19 Control and indicator

numeric indicator (Figure 3-20). You can change the name of the controls and indicators by double-clicking
on them. Since we cannot decipher what each control does when they all have the name Numeric Control, so

name them as shown in Figure 3-21. In the programming world, it is important to name everything correctly.

We cannot understand the purpose of each program modules if they are not named, and we cannot use them

if we cannot understand them. By including the necessary information in the name, we are able to create a

Numeric
;j‘ 0
Numeric 2
\',) 0
Numeric 3
90
Boolean Boolean 2 Boolean 3

¥ 4 r
i g lel=i= i g

Figure 3-20 We cannot understand if unnamed
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usable program. We have now completed the steps to create the front panel. Next let’s look at the block
diagram, We can switch between the front panel and the block diagram by pressing CTRL and E keys (Figure

3-22). This is the first time we open the block diagram, but you notice that some objects are already put on it.

When we placed controls and indicators on the front panel, these objects were automatically created. We call

these objects Terminals. A control or an indicator and a terminal are in pairs. The Numeric Control “Power-
Supply Voltage(V)” is paired with the “Power-Supply Voltage(V)” terminal on the block diagram. The value

you input on the front panel will be outputted from this terminal.

Let’s take a look.

Looking at the terminals, you may notice that the terminal you

just made look different from the ones in the example VI (Figure

3-23). Don’t worry, they are the same, yet they look different. Right-
click on the terminal and uncheck View As Icon to make the

terminal thinner. If you want the terminal to always look this way,
go to the menu bar and select “Tools > Options” to display the
options window (Figure 3-24) and uncheck “Place front panel
terminals as icons” in the Block Diagram category. Let’s set a value
in the control and display it on an indicator. To do this we need to
connect “Power-Supply Voltage(V)” control and “Current (A)”
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Figure 3-23 Terminals
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indicator. In LabVIEW we connect these with the wire. Hover the mouse cursor over the “>“ at the right of the

control terminal. The cursor changes to the bobbin icon (Figure 3-25).
This indicates that we can connect the wire. Left-click here and move the
mouse. Then you will see the dotted line follows the cursor (Figure
3-26). As you can see, we connect the terminals with wires to transfer the
data (Figure 3-27). After you connect the wire, put a value in the
“Power-Supply Voltage(V)” control and run the VI. You can also run the
VI by pushing CTRL and R keys together. Did the value you put on the
control get displayed on the indicator? Then delete the wire you just
created. To delete, click on the wire and once it is surrounded by the
dotted lines, press the Backspace or Delete key. Now, let’s use functions
to modify the program. Right-click on the block diagram. You can see
that just like on the front panel, a palette is displayed but it has a
different look (Figure 3-28). This is called Functions Palette and we can
use various functions that are included here. To use functions in
functions palette, we drag and drop just like we did on the front panel.
This time we will create a program that calculates the current flow into
LED based on the power voltage, forward voltage and resistance. Let’s
consider the calculation formula before we program. From Ohm’s Law,
current is voltage / resistance. Voltage is the amount of power voltage, but
we must not forget about forward voltage. The actual

Power-Supply Voltage (V)

by

Current (A)

b (123!

Figure 3-25 Bobbin icon

Power-Supply Voltage (V) Current (A)
[T 55
Figure 3-26 Wiring
Power-Supply Voltage (V) Current (A)

Figure 3-27 Wiring complete

[2 untitled 1 Block Diagram *

amount of voltage applied to the resistor is forward

File Edit View Project Operate Tools

Window Help

voltage subtracted from power voltage. Since forward 8 ON @ % va o [thpiators S8 oo
voltage is stable even when the current changes, we will sy
assume that forward voltage remains the same and use M — StETI r
only the resistance to calculate. Therefore, the formula =

will be Current flow into resistor and LED = (power
=

voltage — forward voltage) / resistance. Let’s create the
program. First we will conduct subtraction. Display the
functions palette and select Subtract from Numeric
palette. Place it onto the block diagram (Figure 3-29).
Let’s look at how to use this function. Press the
CTRL and H keys. Context Help, or the window that

i z3r>‘
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tells you how to use the function, will be displayed (Figure 3-30). Press the same shortcut keys again and the
window will disappear. As you can see, if we input x and y on the left, the subtract function outputs the value
x-y from the right. Context Help shows the overview on how to use a function. For more information, click on
Detailed Help to display the help document with additional content. Now, let’s wire to the Subtract function
the “Power-Supply Voltage(V)” control to top left and "Forward Voltage(V)" control to bottom left. Wire
them the same way as we did for wiring the control and the indicator. Move the mouse cursor on Subtract
function and you will see orange circles. Place the cursor over that orange circle, and the cursor changes to the
bobbin icon and you will be able to create wires (Figure 3-31). Left-click on it and move the mouse to the “[>*

on the right side of the "Power-Supply Voltage(V)" control and left-click again to create the wire. Do the same
for "Forward Voltage(V)" control and wire it. Your block diagram should look like Figure 3-32. Finally, let’s
place the division. We will use Divide function. You will find this on the right of Subtract function in the

Programming >
= 2
Structures Array Cluster, Class, & Subtract A
Variant
. ] .
<421 Numeric |> X-y
Numeric y
> > > D , ,
> o T Multiply s Computes the difference of the inputs.
Comparison
Terminal Data Type
] B> B> L > 2y
! Increment Decrement Add Array Multiply Array X
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. . < >
Figure 3-29 Subtract function [=]5]?]

Figure 3-30 Context Help for
Subtract function

P ower-Su pply Voltage (V)

ﬁzs

= P>

Figure 3-31 Wiring to Subtract function
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functions palette. Wire the function and the control and indicator the same way we did for subtraction. It
should now look like Figure 3-33. Input values on the front panel (Figure 3-34) and run, and you will be able

to check how much current flow through the LED.

By the way, we are currently able to input negative values into forward voltage, but this is a little strange.

Because forward voltage is the minimum voltage needed to light the LED,

it will never be negative. In

LabVIEW, we can limit the value to be inputted into a control. Right-click on “Forward Voltage (V)” control
and select Properties at the very bottom of the right-click menu. When the properties window is displayed,

select Data Entry. Click Use Default Limits checkbox to uncheck it.
Change Minimum to “0” and Response to value outside limits to
Coerce. With this setting, the minimum value of forward voltage is now
0 and if any value lower than 0 is inputted, it will automatically become 0.
For convenience, make the value of Increment “0.1.” Press the OK button
to close the Properties window and check the control behavior. Notice
that value will never become lower than 0 and when you click the up or
down arrows on the left of the control, it will change by 0.1 (Figure 3-35).
This is often forgotten since it is not directly shown on the block diagram,
but it is very important to “set the value allowed to be inputted.”
Making the program easier to use will raise the reputation of your
program. By limiting the value that users can input, the program will not

Power-Supply Voltage (V)

B {FE

Forward Voltage (V)
Hasp

Resistor (Ohm) Current (A)
iz > bfizs)

Figure 3-33 Block diagram completed
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process incorrect data. It is very important to think
about the usability, how easy to operate the program.
Now let’s save the VI. Go to the top menu bar and select
“File > Save” to save the VI. You can also save by
pressing CTRL and S keys. Name the VI as you like.

Let’s make this VI evolve a bit more. This time, let’s
modify it so that we are notified when current becomes
greater than the value specified and LED is damaged.
Add a numeric control and name it “Continuous
Forward Current (mA).” Similarly, from the Boolean
palette (Figure 3-36) add Round LED to the front
panel. Name it “LED Broken?” (Figure 3-37). We will
compare the calculated value of current and the value of
“Continuous Forward Current (mA)” control. From
Numeric palette in function palette, select Multiply
function, and from Comparison palette (Figure 3-38),
select Greater Or Equal? function and place them on
the block diagram. Wire them as in Figure 3-39. Do you
know why we are multiplying current by 1000? The
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calculation result should be in amperes but the input to the maximum current control is in milliamperes, so

we include this to align the units. You should take a note on the color of “LED Broken?” control and the wire

connected to it. In programming, knowing what type of data we handle is important (Figure 3-40). The

orange and blue terminals and wires that we have been seeing deal with numbers. Orange can represent

decimal data such as “1.2345.” Blue only represents integers. Green is data called Boolean, and it only
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handles two values, F (False) or T (True). Pink terminals
and wires handle letters or strings such as “Hello,
&> World.” In LabVIEW, each datatype is represented by

Less Or Equal?
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colors, so we can distinguish them by memorizing the
corresponding data and color. Run the VI and observe its
B behavior. If current exceeding the maximum current

Empty Sting/ flows, “LED Broken?” indicator turns on and we can
understand that it is damaged (Figure 3-41). In reality, if
LED is damaged, the current no longer flows so the
current indicator should become zero. In LED
Simulator.vi these details are also implemented so check

it out.

3.4 Making the Program Run Repeatedly

Let’s customize the program further. Currently, if we
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Figure 3-41 Result for LED damaged




change control values to observe the result, we needed to run the VI every time. This is cumbersome. Let’s

modify the VI so that the VI is always running and changing a value changes the result on the fly. In the world

of programming, we call the act of repeatedly running a
program looping. When looping, the program repeats a
specific task until it is ordered to stop looping. In LabVIEW,
loop is contained in the Structures palette (Figure 3-42).
Now, let’s make the calculation task we made so far run
repeatedly. Select While Loop from the palette. The mouse

cursor changes as in Figure 3-43. With this icon as the cursor,

surround the code we want to run repeatedly. Move the
mouse from top left to bottom right while holding onto the
click (Figure 3-44). Let go of the mouse once everything is
surrounded and a While Loop will be created (Figure 3-45).
Now the code surrounded by the loop will be run repeatedly
until ordered to stop.

Let’s run the VI!

Wait, you can see that the run button at top left is not the

usual white arrow (Figure 3-46). In LabVIEW, when there is a
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problem with the program and cannot be run, the run
button becomes broken. What could be the cause of
this issue? Rest assured. In LabVIEW, there is a
mechanism that tells you where the problem is when
the run button is broken. Let’s try to run the VI even
though the arrow is broken. When you click on the
run button, a list of problems will be displayed
(Figure 3-47). In this case, it shows that “While Loop:
Conditional terminal is not wired,” so the root cause is
that there is nothing connected to the so-called
conditional terminal. Let us fix this right away. You
can press the Show Error button in the Error List to
jump to the cause of the issue. Conditional terminal is
the red icon located at the bottom right of the While
Loop. Right-click on this icon and select Create
Control (Figure 3-48). Now you can see that the run
button is fixed. In While Loop, in order to stop the
repeated task, we must pass a Boolean data such as a
button to this terminal. By following the step
instructed previously, LabVIEW automatically
creates a button Boolean control with “STOP”
written on it. Run the VI to make sure that the

change of value is applied immediately and that
pressing the Stop button stops the VI. We have now
created a repeated process, but there is one more
thing to do to run repeated task smoothly. When we
use the While Loop to repeat a process, PC will
process it at its maximum speed possible. This could
possibly cause some lag in the mouse cursor
movement or in the worst case scenario, cause other
software to stop. To avoid this from occurring, in
programming we create a wait time between
processes to allow the PC to perform other tasks
during that time (Figure 3-49).
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Place Wait Until Next ms Multiple function in the
Timing palette in the While Loop. This function inserts
a wait time between processes and lighten the workload
for a PC. We can also use this function when we want to
measure something in xx second intervals. We will
connect a constant to it. A constant is a value that will
not change when a program runs. Values defined in
society such as Pi or the speed of light is also an
example of a constant. To create a constant, place the
cursor to the left of the function, and when the cursor
changes to the bobbin icon, right-click and select Create
Constant. The unit is milliseconds so if we want to
process every 1 second, we will input “1000” (Figure
3-50). Now we have finished creating a program that
performs a calculation every second. Next let’s change
the power voltage to be selected from a set of
predefined values. Currently, any value can be used for
power voltage, but in reality, either of 5/3.3/1.8V are
often used. We will modify the VI so that users can
select from these three values. Delete "Power-Supply
Voltage(V)" control. Click on the control or the terminal
on the front panel or block diagram respectively, and
use Backspace or Delete key to delete. When the
terminal is deleted, an X is marked on the wire
connected to Subtract function. This means the wire is
broken, and this must be fixed to run the VI. We can
either delete the broken wire or use CTRL and B keys to
mass delete all broken wires. Place an Enum control in
the Ring&Enum palette (Figure 3-51) on the front
panel and rename it as "Power-Supply Voltage(V).”
Enum is enumerated constant and it is a dataset of a

string and an integer pair. You will see when you create
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one. Right-click on the Enum control and
display Properties. Select Edit Items tab in
the Properties. We will define the Enum
data here. Double-click on the white space
under Items column next to “0” and enter
“5V.” Press the Enter key to move onto the
next row and add 3.3V and 1.8V. Each
value corresponds to an integer, as in 5V is
t0o0,3.3Visto 1, and 1.8V is to 2. This
means that when user selects “5V,” the
value “0” will be used in the program.
Once you complete this, click the OK
button (Figure 3-52). Now we must make
the value of the power voltage equal to the
selected voltage level. In Enum, even if 5V
was selected, the actual value outputted
will be “0,” so this will yield calculation
such as “0V — Forward Voltage(V).” We
will modify the VI and use a Case
Structure here to make the program use the
same voltage level as selected in the
program. A Case Structure is used to
process different cases based on condition.
We change the process with way such as if
“00” then “xx” or if “xx” then “00”, i.e. If
button is pressed, process A will be
conducted, and if not pressed, process B
will be conducted. For this VI, we will
change the value we pass to Subtract
function based on which voltage is
selected. Case Structure is located in the
Structures palette as a Case Structure. We
use it the same way as a While Loop; select
it in palette and drag and drop from top
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left to bottom right where you want to place it. For
this example, create it as in Figure 3-53.

On the left side of the Case Structure, there is a
“?” terminal, and the data passed to this terminal
determines the case execution condition. When
Case Structure is first placed, it thinks that a
Boolean data will be inputted, so there are two

cases, True or False preset. By selecting the 4 » on

the top, you can change the page. Now, wire the
Enum we created to this “?” terminal. Notice that
the page was automatically renamed. Press the ¥
mark, and you will see two cases, 5V and 3.3V
displayed. Notice that there is no page for 1.8V
(Figure 3-54). Right-click on the top of the Case
Structure where the page name is displayed, and
select Add Case for Every Value. Now all the
power voltage patterns are displayed (Figure
3-55). Select the page with 4 » or ¥ marks to move

to the page you want to display. By creating a
program inside every page, we can determine the
process to be executed for each selection of the
power voltage value. Display the 5V page, and
place a DBL Numeric Constant in the Numeric
palette. Input “5” in this numeric constant. Connect
the numeric constant and the Subtract function
with a wire (Figure 3-56). There is a Case Structure
edge in between, but feel free to connect them as
usual as LabVIEW will process it. Once wiring is
complete, you will see a white square created on
the edge of the Case Structure. This is called a
tunnel, and it is automatically created when we let
out a wire from inside of structures such as a Case
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Structure or a While Loop. Previously, we directly wired from the numeric constant to Subtract function, but a
tunnel is also automatically created if we click on the edge of the Case Structure in the middle of creating a
wire. The reason why the inside of the square is white is because this tunnel has not been defined a value to
output in other pages. We have not yet defined a value for 3.3V and 1.8V pages. Let us place a numeric
constant on each page and create 3.3V and 1.8V values respectively (Figure 3-57). When the value is defined
for all pages, the tunnel will be filled (Figure 3-58). Lastly, define the default value of the front panel objects.
Save the VI and close it. When we reopen the VI, notice that values you assigned on the controls are reset. In
LabVIEW, there is a setting known as default value,
and we can predefine the value of the controls and

indicators at the time VI is first opened. For instance,

Power-Supply Voltage (V)

set "Forward Voltage(V)" as 1.2V, “Current e Dot

A , Default ~
Limiting Resistor (Ohm)” as 30002, and J)_'f:" 5
“Continuous Forward Current” as 30mA and

select from LabVIEW menu bar “Edit > Make
Current Values Default.” Save the VI and reopen it,
and you will see that the previous setting has been
preserved.

Figure 3-56 5V case wiring complete
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Figure 3-57 Processing for each case
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This concludes the exercises for creating a VI, but feel free to work on the advanced topics below.

e Since current does not flow when LED is broken, we want to display “0” on current indicator. Use the
Select function in Comparison palette instead of a case structure to implement this.

o Abroken LED is a serious condition. How can we notify the user that it is broken with a more obvious
visual effect other than “LED Broken?” indicator? Use One Btn Dialog function in Dialog & User
Interface palette and a case structure to display a popup message box when the LED is broken.
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Article 3: Programming with LabVIEW NXG

In LabVIEW NXG, there is no change in basics such as Control and Indicator, functions and
wires. The biggest difference is that in LabVIEW, front panel and block diagram were separate
windows but in LabVIEW NXG, they are combined in a single window. Their names have
been changed to Panel (Figure C3-1) and Diagram (Figure C3-1) respectively with new and
improved user interface. LabVIEW NXG allows you to switch languages within their UI so
you could program in the
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e o i IEH von & O] 0% v

language of your choice. You
are also able to create a website with
LabVIEW NXG, so the future of
programming may lie here in NXG.
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Figure C3-1 LabVIEW NXG Panel Window
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42



Chapter 4

Making Your Own
Application

Get started making applications that you can enjoy and use in your hobby.
In this chapter, we will introduce the application of spectrogram that uses the recording and playback
function of PC, and show you how to create your application.

[Keywords] Spectrogram, Sound Control panel, Stereo Mixer, State Machine, State Transition Diagram,
LabVIEW Example VI, Finite Sound Input.vi, Graphics & Sound Palette, Flat Sequence Structure, Wait (ms)
Function, Array, Waveform Data Type, Reverse 1D Array Function, For Loop, Shift Register, 1D Array, Index,
2D Array, Intensity Graph, Type Definition, Measurement File

4.1 LabVIEW Programming for Your Hobby

LabVIEW was born over 30 years ago for engineers and scientists to use at work. Suddenly, if you were
told to use LabVIEW as a hobby rather than at work, you wouldn't immediately know what to use it for.

Home automation and control of railway models are extensions of LabVIEW used in the workplace, so you
will be able to program immediately. For other hobbies, using the LabVIEW graphical programming
language, you can do things you didn't realize before and create something more amazing than you might
imagine.

With the power of measurement and analysis that LabVIEW has improved over the years, we have come
up with a program that will attract a lot of people. The SoundVIEW (Figure 4-1) created for this eBook can be
enjoyed without purchasing any other device if there is a PC and LabVIEW. It uses a method called a
spectrogram that expresses changes in the frequency components of a sound with time. This graph has time
on the horizontal axis and frequency on the vertical axis, and the intensity of the frequency component of the

sound is represented by the gradation from yellow to red and black.
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Figure 4-1 Front panel of SoundVIEW.vi

If you like hiking, you may hear birds chirping while
walking along the mountain trails. Wouldn't it be great to know
the name only from the birds' voices? People who like wild birds have
recorded the song of birds and posted it on the website "Bird-
sounds.net" (Figure 4-2). Figure 4-1 shows the frequency analysis
using SoundVIEW while listening to the birdsong of "American
Robin" on a PC. In this way, you can see the sound of many wild birds
using Sound VIEW.

For those interested in speeches, for example, you can watch the
spectrogram in Sound VIEW while listening to a speech by high
school environmental activist Greta Thunberg at the UN Climate
Change Summit on YouTube. Song lovers can see Lady Gaga's song in
the spectrogram, jazz lovers can see Miles Davis's trumpet sound, and
poetry lovers can see Peter Dixon's recitation Robert Frost's poem. You
will surely find something fun using SoundVIEW (Figure 4-3).
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This chapter describes how to
create an application in LabVIEW. |

First, let's operate Sound VIEW.
This program is designed to operate
according to the button operation.
After explaining the operation, we ‘ ‘
briefly explain the SoundVIEW WY "q Al
block diagram. This program was
made with an architecture called a
state machine. In this chapter we :
will create a record and playback ;
program step by step using this
architecture. o M|

. i b '.“",‘

4.2 Operate the SoundVIEW & 4 0 F O T el Ve P

Program
Figure 4-3 Samples of spectrogram

Open SoundYIEW.vi from t.he = I SOouhdadVIEVY -

program folder in Chapter 4 (Figure 11000-
4-4). SoundVIEW has a recording Input Source (B o ) (@ soeie 10000-
function, and you can select PC or PC 9000
Mic as the sound source. If you select 3 Mic oy Time {%=c) 2000+
&
PC, you can record the audio output — » F 7000
. SoundViewState | ® Record ) [ ) E-
from the web browser or music e ™ , | Play | g 6000
. . Rec Stop 3
player with the function of Stereo ‘ . £ s
. - . 14
Mix (Figure 4-5) of Windows PC. 4000-
y 05
Depending on your computer, 3 3000-
2 0
Stereo Mix may not be enabled, or g o 2000-
Stereo Mix may not be displayed in o 1000-
the recording tab of the Sound ’ e e pewe e =0 o-}
o
control panel. In that case, search for
PC : Record sound played on PC* )
”WindOWS 10” ”Stereo MiX” as a Enable the stereo mixer in the recording tab

Mic : Built-in microphone of the sound control panel of Windows 10

k d to find a solution. St
eyword to find a soution. Stereo Figure 4-4 Select input source



Mix may appear as Playback Redirect or What U Hear.

In LabVIEW, sound devices are identified by an ID number. The
default device has ID = 0. If there is a default communication
device, it will be "ID = 1." The remaining devices will be numbered
incrementally.

Three devices are shown in Figure 4-5, but the external microphone
is disabled because it is not connected. The microphone is "0" and the
Stereo Mix is "1." If an external microphone is connected and enabled,
the external microphone is "0", the microphone is "1", and the Stereo
Mix is "2".

As you can see, the device ID changes depending on the PC state,
so we must change recStart subdiagram (Figure 4-6) to the
appropriate ID number (Figure 4-7).

) Sound

Playback Recording  Scunds  Communicatons

Select a recording device belows to modify ifs settings:

~
&
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Default De
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Realtek High Defini
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Realtek High Definition Au
Not plugged ir
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Figure 4-5 Sound control panel
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Figure 4-6 recStart subdiagram
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If you open and execute AvailableDevice.vi in the
program folder of Chapter 4, the sound source
recognized by LabVIEW is displayed (Figure 4-8). The
upper block is the input device and the lower block is the
output device. In this figure, the input devices used for
the recording function are a "microphone" (ID = 0) and a
stereo mixer (ID = 1). If you change the settings of Sound
control panel of Windows 10 with AvailableDevice.vi
open, close AvailableDevice.vi and then open it again.

Press Record button to start recording. The default
recording time is 5 seconds, but if you have a powerful
PC, changing it to a higher value may work. Press Rec
Stop button to stop recording. The waveform being
recorded is displayed in the graph below Rec Stop

' B AvailableDevicewi Front Panel
| Fle Edit View Project Operste Took Window Helo
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Figure 4-7 ID number of sound source
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button. Press Play button to play the recorded sound and display the spectrogram. When you click Save As

button, the file dialog is displayed. You can enter the file name and save it. You can load the recorded file with

Open button. Press STOP button to stop the program. The current status is displayed in SoundViewState.
Then, operate each button while checking the operation and reaction.

Looking at the block diagram, there is a case structure inside a large while loop (Figure 4-9). The case
structure has eight subdiagrams. The value of Enum “SoundViewState" connected to the case selector
changes according to the user's operation or program flow, and the subdiagram is executed selectively. Such a
program structure (architecture) is called a state machine.

Figure 4-10 shows a state diagram that outlines the operation of the program.
When Run button is pressed, the VI executes Initialize and waits for input in Idle. Idle waits for Record,
Play, Open, and Save As buttons.

2 © J|SoundViewState

SoundViewState

"idle", Default ¥
—

Selector Label

]

=
1=

True v,
..... d_tl ¥DBL]

|-16 I}Zﬁﬁ, trogra Waveform Graph
aﬂ

Open Button
=

Save As Button
=
Play Button
o=

a Record Button
1 1 —

K|
PR

g L@ error out 1

Figure 4-9 Block diagram of SoundVIEW
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When Record button is pressed, Start Recording (recStart) process is executed and Write to Ring Buffer
(Recording) subdiagram continues until Rec Stop button is pressed.

When Rec Stop button is pressed, Stop Recording (recStop) is performed and Idle (idle) is performed.

Play, save and load are handled by pressing the corresponding button and return to Idle.

Even complex programs can be created by dividing the desired function into subdiagrams and making
state transitions that allow natural operations.

The spectrogram is created by sub_Spectrogram.vi in Play subdiagram (Figure 4-11). Double-click the
icon to open the VI and display the block diagram (Figure 4-12). sub_Spectrogram.vi takes data as the

K| @ Recod l
“OH"recStart” v

Start Recording Stop Recording
E 5| B Recsiop |
.....

J .
.

.

.

[ "Recording”

Write to Ring Buffer

Figure 4-10 State diagram of SoundVIEW
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input, processes it using the function in the Spectral Analysis Palette, and outputs a two-dimensional array
STFT spectrogram and some graph scales.

sub_Spectrogram.vi is called subVI, and the input, internal processing, and output are defined. Proper
use of subVIs can improve block diagram visibility and helps identify program errors. If you don't need to
pay attention to the details of the subVI block diagram, you can treat the subVI as a black box where you can
connect the inputs and get the appropriate output. When creating a large program, subVI can be executed
independently to check the function and improve the completeness.

A subVI corresponds to a subroutine in other programming languages, but many programming
languages do not allow subroutines to work independently. One of the benefits of LabVIEW is that you can
see the behavior of each subVI individually.

» O ]|SoundViewState
SoundViewState "Pla v
=
.......... =
12
¥DBL]
Waveform Graph
Sr;und sub_Spectrogram.vi Spectrogram
e ad at ¥0BL]
Spectrogram
n 7 stop
e ladamum & [FER-- .
LI lultiplier
b YScale.Multiplier
hZScale.MarkerVals]] E]ﬁ
v} E E ¥ b
b - error out

Figure 4-11 “Play” subdiagram
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Figure 4-12 Block diagram of sub_Spectrogram.vi
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4.3 Record and Playback Example Program

Look at the examples when you start a new project in LabVIEW. It usually gives a good starting point.
Open NI Example Finder by selecting Find Examples ... from the Help menu, as shown in Figure 4-13.
Select Directory Structure button. Open Sounds folder in Graphics & Sounds folder and select Finite

Sound Input.vi, as shown in Figure 4-14.

Then, Finite Sound Input.vi will open. Save it to your working folder. Enter "0" in Device ID and "50000"

in Samples / ch, and press the Run button while talking
to the microphone. The audio data should be displayed
on the graph for approximately 2.2 seconds, as shown in
Figure 4-15. Please note that the data is not recorded for
about 0.5 seconds from the beginning. Looking at the
block diagram (Figure 4-16), you can see that it was
recorded with a sampling frequency of 22050Hz, 2
channels, and 16-bit precision. Note that the icons are,
from left to right, (1) spanner (input setting) — (2)

glasses (input data) — (3) eraser (clear).

Now let's modify this example to create a program

Ealelvivlelvlole)

Figure 4-14 Sounds folder of NI Example Finder
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that produces sound from the speakers in the "Parrot fashion".

First, save Finite Sound Input.vi as parrot.vi.

Sound functions are located in Sound Palette of Graphic & Sound Palette (Figure 4-17). Select Output
to display the audio output function shown in Figure 4-18. Drag and drop the spanner icon, pencil icon,
hourglass icon, and eraser icon to the block diagram of parrot.vi. The hourglass icon Sound Output Wait.vi is
a function that waits until all data is output. Place and wire the icons as shown in Figure 4-19. Sounds

Configure the Sound Input, acquire the specified number of samples, and stop the acquisition.

Number of Samples/ch
Sound Input
Device ID k]|

Simple Error Handler.vi|
5= S &
& & &

Sound Input Configure.vi Sound Input Read.vi Sound Input Clear.vi

aﬂg"@

Figure 4-16 Block diagram of Finite Sound Input.vi
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recorded by the microphone should be played immediately.

Let's change it to play after a few seconds. Insert a Wait (ms) function in the flat sequence structure and set
it to wait for two seconds. Now parrot.vi plays back the sound two seconds after it is recorded. Specifying the
recording time is easier than specifying the number of samples, so let's change that as well (Figure 4-20).

4.4 Waveform Data and Array

Save parrot.vi as reverse.vi. Let's create a program that plays sounds in reverse. The recorded data up to
this point is displayed with a thick brown line, and the audio data received by the microphone can be
returned to the speaker output by wiring. The recorded data handled here is a collection of audio data for the
left and right channels. It is stereo data because the number of channels is set to 2 in the audio format. Use
Indexed Array function to display the data for each channel. An array is a collection of data of the same type.

Each piece of data in the array is called an element and is specified by its index. Note that the index starts
from 0.

The left channel is the element with index 0 and the right channel is the element with index 1. For example,

when processing right channel data, use Index Array function to extract index 1.

4+ CLSearch 9, Customizev ZJ

Index Array
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Figure 4-21 Index Array function of Array Palette
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Drag and drop Index Array function from Array Palette. You can add more terminals by left-clicking the
bottom of the icon and dragging down. Enter the index of the element to retrieve in the left terminal. Here
they are 0 and 1 (Figure 4-21).

Using the Wiring tool, right-click the terminal to the right of Index Array function and select Create >
Indicator (Figure 4-22). A waveform indicator is created. Note that the Waveform wire is thinner after being
taken out as an element. Looking at the front panel, the waveform indicator consists of t0, dt, and Y, as shown
in Figure 4-23.

When you execute reverse.vi, the data is displayed on the waveform display. t0 is the start time of the
recording, and dt is the sampling interval in seconds. The dt value displayed is 45 us, which is the reciprocal
of the sample rate 22050 (S / s) specified in the sound format. The recorded data array Y is also displayed
(Figure 4-24).

The number of elements in Y is the sample rate multiplied by the recording time (in seconds). The right
side of the array name Y is index display. Some elements of the array are displayed, and the index of the top
element is displayed in index display. The elements displayed will change when the value of index display is
increased or decreased.

The waveform data type is very useful for data acquisition because it records the initial time t0 and the
sampling interval dt so that the sample times of all elements can be calculated.
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Waveform Palette (Figure 4-25) is a collection
of functions that work with waveform data types.
Waveform data types are often used as inputs and
outputs for frequency analysis functions.

Drag and drop Get Waveform Components
and Build Waveform on the block diagram from
Waveform Palette. Then drag and drop Reverse
1D Array from Array Palette. Place and wire
these three functions as shown in Figure 4-26.

This allows you to reverse the order of the data
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Figure 4-25 Waveform Palette
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Figure 4-27 Block diagram of reverse.vi
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or bottom edge of the icon. Create an array of the two waveform data modified by Build Array and input into
Sound Output Write.vi (Figure 4-27).

When you run the completed reverse.vi, your words will sound like a distant foreign language. Maybe
Japanese?

Write down the phonetic symbols of your favorite words, read them in reverse, and record them. The
words played at that time should sound like the original words.

4.5 For Loop, Shift Register and Array

Now, let's take a break from making a recording and playback application and discuss For Loops and
Arrays. Familiarity with For Loops and Arrays makes programming in LabVIEW easier.

Figure 4-28 is a block diagram that uses a For loop to calculate the sum from 1 to N. The For Loop will

appear as if multiple sheets of paper are overlapping, and the code placed within it will be repeated a
specified number of times. Enter the number of iterations in the count terminal. The shift register is a

Shift register

Count terminal Right terminal
g rd \
E=E—7FR ,
Shift register
D / Left terminal Total value from 1to N
0 ¥ P = $i32]
/ Array of calculation progress (input to shift register)
It :(132]
iti u Final value of calculation
Initial value
Array of additional value
E__E : t #132]
) /’ / Array of iteration terminal value
Iteration A& ffrs2]]
terminal / Array of shift register output
{t F132]
7
2
/
Tunnel (Last value) Auto-indexed Tunnel

Figure 4-28 Calculate sum from 1 to N
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mechanism for transmitting the execution
result of the loop to the next iteration of the
loop, and the value inputted to the shift
register terminal at the right end is
outputted from the shift register terminal
at the left end in the next iteration of the
loop.

In Figure 4-28, "0" is input to the left
shift register terminal as an initial value
from outside the loop, so "0" is output from
the left shift register terminal in the first
loop iteration. Normally, the initial value is
connected, but there are special cases
where the initial value is not connected.

The iteration terminal, described as "i",
counts up from 0 each time the loop
executes. Add "1" to the iteration terminal
and add to the left shift register output.
The result is connected to the input
terminal of the right shift register and used
in the next loop.

By repeating the loop N times, the sum
of 1 to N can be obtained.

A terminal called tunnel is
automatically generated when you wire
inside and outside the loop. Two types of
tunnels are created on the right side of the
For loop in Figure 4-28.

Auto-indexed Tunnel outputs the
value of each iteration of the loop to an
array. When the loop executes 10 times, it
becomes an array of 10 elements. Tunnel
(Last Value) outputs only the Last Value
of the data that came to the tunnel.
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For a For Loop, Auto-indexed Tunnel is the default, but you can right-click the tunnel and select Last

Value (Figure 4-29). Conversely, Tunnel (Last Value) is the default in a While Loop, and Auto-indexed
Tunnel can also be selected.

When run with N = 10, the result looks like Figure 4-30. Turn on Highlight Execution and execute
ForLoopSum.vi to check the calculation process. Also check the value output from each tunnel.
There are conditional options for convenient tunnel usage.

E 4-7 PrimeNumber.vi Front Panel
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Figure 4-31 Front panel of PrimeNumber.vi
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As an example of a conditional option, let's look at the Sieve of Eratosthenes program that outputs a list
of prime numbers less than a specified N. A prime number is a natural number greater than 1 and can only
be divided by itself.

Sieve of Eratosthenes means "if you know the prime numbers less than or equal to the square root of N,
you can remove all multiples of the known prime number from numbers less than or equal to N." When we

consider N = 10000, the prime numbers between 101 and 10000 are obtained by removing all multiples of
prime numbers less than or equal to 100.

Even if you want to know the prime numbers up to 10000, you just have to find the prime numbers up to
100, which is the square root of 10000, so I think that many people are impressed by the powerful guidelines.

The front panel of PrimeNumber.vi is shown in Figure 4-31. Enter the maximum number to search and
click Run button. The obtained prime numbers are output as an array. Figure 4-32 shows the block diagram.
The For loop on the left creates an array of natural numbers from 2 to the upper limit number to search. Enter
this array as the initial value in the shift register of the central While Loop.

In the While Loop, use the Delete From Array function to remove the index 0 element from the shift
register array. The deleted index 0 element can be obtained from the terminal of the Delete from array
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Figure 4-32 Block diagram of PrimeNumber.vi
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function. The role of Delete From Array function here is to I>
split the input array into the first element and the other

elements. Build Array  Prime Numbers
Now let's see the process of finding the prime numbers in = .M = bIe‘I;;:\s )
the While Loop. Help
The element at index 0 on the first iteration of the While Examples
Loop (iteration terminal "i" is 0) is 2. 2 is the first prime Description and Tip...
number. The array of natural numbers from 3 to N is the input Breakpoint ’
to the For Loop, and only elements that are not divisible by # Concatenate Inputs
the prime number 2 are output as an array. As a result of E— Array Palette
removing the multiples of 2, the index 0 in this array is 3. Crenle
The index 0 element of the array output from the shift Replace »
register at the next iteration of the While Loop (iteration P
terminal "i" is 1) is 3 and is a prime number. This time the For
Loop removes a multiple of 3. Figure 4-33 Concatenate inputs

In this way, multiples of prime numbers are excluded each
time the While Loop is iterated.

Taking a closer look at the For Loop, it uses a conditional index tunnel to output an array of elements that
are not divisible by a prime number. Note that nothing is connected to the count terminal of this For Loop.
The array input for this For Loop is connected by the indexing tunnel, so the iteration of this For Loop will be
the number of elements in the input array.

Since the beginning of the array is always a prime number, check if it exceeds the square root of N. If it
does not exceed the square root of N, the process continues screening with that prime number.

If it exceeds the square root of N, the process ends.

The number of primes less than the square root of N and the number of primes remaining on the sieve are
output from the While Loop. Set the Build Array setting to Concatenate Inputs (Figure 4-33) and
concatenate the two 1D arrays into one 1D array.

You can expand the array's dimensions to 2D, 3D, or 4D by expanding the index display at the top left of
the array.

Two-dimensional arrays are often used to represent surface information. Figure 4-34 shows a sample
display of the cone function. We used a nested For loop to write the function values to a 300-by-300 two-
dimensional array. In addition to the usual two-dimensional numeric array indicator, you can visualize the
data using an Intensity Graph, a 3D Graph, or a 3D Mesh (Figure 4-35). 3D graphs and 3D meshes can be
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created from the 3D Graph Palette in the Graph Palette of Controls Palette. There are some parameters for

each graph, and you can change the way they are displayed. Please see the help.

oo}

Z|

£

Array
+—@—N — §DBL]

Surface

Plot

Figure 4-34 Block diagram for various graph indicator for 2D array
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Figure 4-35 Front panel of various graph indicator for 2D array
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4.6 Build Waveform Data and SubVI

Before returning to record / playback application, let's see how to build the subVI we talked about in 4.1.

As an example, we will create a program that produces the Dual-tone multi-frequency (DTMF) signal
used for dialing a phone. DTMF is a method of identifying sixteen keys with a combination of four high
frequency components and four low frequency components.

PiPoPa.vi (Figure 4-36) is a program that generates the tone signal from the speaker by inputting the
push keys (0 to 9, A to D, * and #) of the telephone as a character string.

After entering the phone number in the String Control, press the Execute button and you will hear a
sound. You'll be surprised if a loud sound suddenly plays, so start with a low volume.

Figure 4-37 shows the block diagram.
Here, we use the typecast function to B i - - < %1

Vindow Vg Vi
i = T M- - T N} -

convert U8 to a string.

The typecast function reformats the o
data in memory so that the value could be . -
used as another datatype. Read the help P :‘ ‘ “ '

and use it.
The sound corresponding to the key is

}M’) M ‘W “\| “W‘J'HN‘

’H |H

generated by the For loop one by one.

sub_KeyString.vi is a subVI that b §
Figure 4-36 Generates dual- tone mult| frequency signale

N High Frequency
_ sub DTMF *2 [a5]— sub_Double
String  sub_KeyString.vi 4 Tonewi Tone.vi Sound Output
[t 2, ~Fm—— O i — CALR
Type Ca't o
Play Time (sec Low Frequency
22050 il . e .
T =
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D | to wait Sound
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Output
deice D Out B shodowpawies o nlu] R
'j — 7
5:/ l_’E " /, | N error out
g << << 4< )
Sound Output Sound Output Set Sound Output Wait.vi
Configure.vi m Volumevi 100000000000
v

Figure 4-37 Block diagram of pipopa.vi
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extracts only touch-tone characters from the string of String control (Figure 4-38). It converts strings into
ASCII code 0-255 (U8), and if the character corresponds to touch-tone, it outputs the data using conditional

index.

Figure 4-39 outputs a set of high and low frequency components for touch-tone characters.

Each column of the touch-tone keypad represents a high frequency component (1209 Hz, 1336 Hz, 1477 Hz
and 1633 Hz) and each row represents a low frequency component (697 Hz, 770 Hz, 852 Hz and 941 Hz). For
example, if key "6" is pressed, the high frequency component will be output at 1477Hz and the low frequency

component will be output at 770Hz.

Note that Key, 2D Array Constant of
string, has the same layout as the touch-
tone keypad.

Figure 4-40 shows the block diagram of
sub_DoubleTone.vi. This creates a signal
that combines the sine wave of the high
frequency component and the sine wave of
the low frequency component.

High Tone

String

I !bcg

Figure 4-38 Block diagram of sub_KeyString.vi
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Reshape Low Tone
Array HO|697 f770 |8s2 Joa1 |—
16 it E 1D array
o] index of element
kew Charact x-y*floor(x/y)
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[ B B
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—

Key String
=D

High Frequency

PDBL |

Low Frequency
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error out

Figure 4-39 Block diagram of sub_DTMF Tone.vi
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The functions needed for waveform generation are available in Waveform Generation Palette of Signal
Processing Palette in Figure 4-41. I used Sine Waveform.vi. Input sampling info, frequency and amplitude

in Sine Waveform.vi. Add two waveform data to make a composite wave.
The front panel is Figure 4-42.
Set the input and the output terminals when you create a subV1.

1st frequency (H2) Sine Waveform.vi
[DBLY —'El—

=)
amplitude E

DBLY}—

2nd frequency (Hz)
[DBLY

Sme Waveform.vi

error in (no error)
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5 L
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Figure 4-40 Generate DTMF signal
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Figure 4-41 Waveform Generation Palette
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Before the terminals are configured, there is a blank connector pane at the left of the default icon, as shown
in Figure 4-43. The general rule is to place input terminals on left, output terminals on right, and error
terminals on bottom for ease of wiring on the block diagram.

Figure 4-44 shows the “First Frequency (Hz)” control clicked after clicking the upper left terminal. This is
how you associate the input terminal with the control and the output terminal with the indicator. To cancel
the associated terminal, right-click the terminal and select Disconnect This Terminal (Figure 4-45).

You can also create your own icon design. The VI used in this book is unified with the cherry blossom icon.
It would be better if the VI's functionality could be represented in an icon, but it hasn't reached that point.
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Figure 4-44 Connect terminal and control

Figure 4-45 Disconnect This Terminal
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Double-click the icon to fron Edtorsub.11)
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Figure 4;46 Icon_editor

4.7 Record and Playback Program

Let's create a program that can record, playback, read files, and save files.
It is a simplified version of SoundVIEW. This program has 6 states: initialize, recording, play, save, load
and end.

From the File menu, click New VI.

Save it as easyRecorder.vi.

Create an Enum (Figure 4-47) on the front panel and name it "my_state."
Right-click the Enum "my_state" and select Edit Item ... (Figure 4-48).

Enter the 6 item names as shown in Figure 4-49.

Right-click the Enum "my_state" and select Make Type Definition (Figure 4-50).
Right-click the Enum "my_state" and select Open Type Definition (Figure 4-51).

Save it as “my_state.ctl.”
When you close the my_state.ctl window, you will see a dialog box that says "Replace the original control

'my_state' with 'my_state.ctl' ?"
Click Yes (Figure 4-52).
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Figure 4-50 “Make Type Def.”
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Figure 4-51 “Open Type Def.”
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Create a shift register in the While Loop (Figure 4-53).

Right-click the Enum "my_state" to create a constant, as shown in Figure 4-54.

Set the my_state.ctl constant to “initialize” state. Connect it to the left shift register from outside the loop.

When you connect the selector terminal of the case structure and the shift register, the item names
“initialize” and “recording” of my_state.ctl are displayed on the case selector label of the subdiagram.

Display the recording subdiagram, right-click the outer frame of the case structure, and select “Add Case”
from the pop-up menu to add a case, as shown in Figure 4-55.

Similarly, add cases to create all cases. You now have 6 subdiagrams (Figure 4-56).
There is also a way to create a subdiagram for all items of Enum my_state at once, right-click the frame
outside the case structure and select “Add Case to All Values” from the popup menu.

We have set "my_state" to 6 items, but now we realize that we also need a “stand by” state.
Right-click the entered enumeration "my_state" and select “Open Type Def” (Figure 4-57).

The type definition for the Enum "my_state" opens.

my_state L
Wime b 0™ Viible ftems > |
my_state E A %
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Help Open Type Def.
) Hide Control
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Remove While Loop Advanced » Indicator

View As lcon Local Variable

¢ Stop if True Reference
Continue if True | Property Node »

) Properties Invoke Node  »

Properties LA

[ ®

Figure 4-53 Add shift register Figure 4-54 Create enum constant
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Figure 4-56 Create 6 subdiagram

Figure 4-57 Open type definition of my_state
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Click the “Insert” button and add “stand by" after "Initialize" (Figure 4-58).
The Enum "my_state" constants connected to the shift register are also updated, as shown in Figure 4-59.
State machines often include enum constants, so you should be able to feel how type definition can make
adapting to future changes easier.

Add a stand by subdiagram after initialize subdiagram(Figure 4-60).

Add some buttons and graphs to the front panel (Figure 4-61).

The stand by subdiagram outputs to the shift register to move to the appropriate subdiagram depending
on the button pressed (Figure 4-62).
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The recording subdiagram (Figure 4-63) and play subdiagram (Figure 4-64) are created by copying the
recording and playback portions of parrot.vi.

Collect configuration parameters in the initialize subdiagram (Figure 4-65).

The save subdiagram (Figure 4-66) and load subdiagram (Figure 4-67) use Write to Measure File and
Read from Measure File on File 1/0 Palette.
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Figure 4-63 “recording” subdiagram
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Figure 4-64 “play” subdiagram
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Large light blue icons such as Write to Measurement File and Read from Measurement File are called

Express Vls.

Double-click the icon to display the dialog box where you can set the parameters.
Figure 4-68 shows the Write to measurement file dialog box, and Figure 4-69 shows the Read from

measurement file dialog box.

Saving in text format is convenient because it can be opened in a spreadsheet, but the file size tends to be

larger than binary. Find the file format that suits your needs.

Figure 4-70 is the end subdiagram.

Figure 4-71 shows the front panel during Execution.
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Article 4 LabVIEW NXG Web Affinity

The websites you visit each day is created by combining various programming languages such
as HTML, CSS, and JavaScript. Therefore, it is difficult to create a website from scratch.

LabVIEW NXG Community Edition comes with add-on software called the "Web

Module" (Figure C4-1) that allows you to easily create a website.
Base of a website is usually made with the programming language called HTML. However, Web Module

automatically converts your VI into HTML
code, so you can modify a few small parts
to finalize the webpage.

In order to publish the website to the
rest of the world, you need a PC that runs
your website application 24 hours a day,
365 days a year. If you try to do this at
home, it will cost you electricity.

However, the web module also comes
with a software license called "SystemLink
Cloud" (Figure C4-2). Upload the website
app to the cloud and it will run on the
cloud. If you follow the access procedure,
you can access the website from outside.
Of course, there are security settings as
well, so you can prevent access to
strangers.
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Section 3

Electronics projects with
LabVIEW and Arduino

Those just starting electronics projects are encouraged to browse the various
introduction videos on YouTube

Chapter 5
LabVIEW and Arduino

In this chapter, we use Arduino and LabVIEW to get a feel for physical computing

(interactive systems that can sense and respond to the world around them). We
deploy LINX firmware to an Arduino board and program it with LabVIEW. We
use digital I/O and analog output with a push button switch to control fan speed.
[Keywords] Blinking LED, Arduino IDE, COM port, breadboard, LINX, LINX
Firmware Wizard

[Parts used] Arduino UNO x1, breadboard x1, push button switch x1, 100Q
resistor x1, 5V DC fan x1, wires x4

5.1 How to Install Arduino IDE and Program a Blinking LED

The Arduino is a microcomputer board invented in 2005 in Italy. All its hardware schematics and source
code are available for free under public licenses. As a result, the Arduino sparked a revolution almost
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overnight and is now being used for do-it-yourself electronics projects all over the world. Projects range in

difficulty from a simple weather display system, a fingerprint scanning garage door opener, and even a DNA

sequencer. You can even build your own Arduino for about $5
using parts from your local electronics store. In this guide, we
use one of the most popular Arduino board: the Arduino
UNO. We will use a free development tool called Arduino IDE
(Integrated Development Environment) for programming the
board. There are countless tutorials online that can teach you
how to program the UNO with sensors and motors. Simply
search the web for “Arduino” and a sensor name (e.g.
“accelerometer”) and “project”, and you'll find dozens of
great tutorials and sample projects!

Let’s start by downloading the Arduino IDE:

Find the Arduino CC homepage by following this link
(https:/ /www.arduino.cc), or by searching the web for
“Arduino CC” (Figure 5-1).

Go to the Arduino IDE download screen by selecting
“SOFTWARE” and then “DOWNLOADS”.

Select the “Windows installer” (Figure 5-2).

Select either “Contribute & Download” or “Just download”
to begin your download (Figure 5-3).

Once the download is complete, run the installer to begin
your installation. Should you have any issues during the

installation, you can find installation guides by searching the
web for “Arduino IDE download”.

Once the installation is complete, let’s open the Arduino
IDE.

We can see whether the Arduino is functional by writing a

simple program to blink the LED. Let’s try running a sample
program that does this:
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@ sketch_aprz2a | Arduino 1.8.8 — m] X

In the Arduino IDE menu bar, select File >> Sketch >> e E:“ Sketch T‘:"I‘ :E'P
01.Basics >> Blink (Figure 5-4). A window named -
Blink.ino will open (Figure 5-5). et

Connect the Arduino UNO to your PC via a USB cable. z‘l‘::p's — - E‘ﬁ,ﬂes

In the Blink.ino window menu bar, select Tool >> ::AS E:::::hims ‘:;‘;::I ';a"r“e';‘f::‘::”a'
Board >> Arduino/Genuino UNO (Figure 5-6). pagese:;p s zzgm':g . S:g":ameadsm.
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Figure 5-4 Open sample program, Blink
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Figure 5-7 Select your port with Arduino UNO Figure 5-8 Upload “Blink.ino”

5-8).

Confirm that the Arduino UNO LED (shown in orange in Figure 5-9) is blinking every second

In fact, your Arduino UNO LED was probably already blinking every second when you connected to it via
USB since UNOs are generally shipped with the Blink sample program already deployed. Let’s try changing
the blink speed to make sure we're in control:

In the Blink.ino window, change line 2 from “delay(1000);” to “delay(100)” as indicated in Figure 5-5.

Deploy and run the program on your Arduino UNO by clicking the run button on the top left corner of the
window (the right-facing arrow button shown in Figure 5-8).

Confirm that the Arduino UNO LED now blinks several times per second.

5.2 Arduino Inputs and Outputs

Let’s learn about the Arduino UNO's primary input and output pins in Figure 5-9.
Pins 2 through 13 at the top of the figure can be used for digital input or output. Pins 0 and 1 are used for

USB serial communication, so they’re generally not used for digital I/O. Pin 13 is internally connected to the
LED we were just controlling. Pins with a tilda (~) before the number can also be used to create a PWM (pulse
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width modulation) signal, which allows you to
adjust an LED's brightness or change a fan’s
speed between a range of 0 and 255. This is done
through a 480Hz 0-to-5V pulse signal with 256
different pulse widths.

The pins at the bottom of Figure 5-7 are the
analog input and the power source pins. Pins A0
through A5 each read 0-5V at roughly 5mV
increments, but pins A4 and A5 can also be used
for I2C communication (explained further in
Chapter 7 of this guide).

You can continue reading this guide if you’d
like a more intuitive way to program the Arduino
using LabVIEW! (If you’d like to know more
about programming using the Arduino IDE, there
are hundreds of helpful tutorials online; just
search the web for “Arduino IDE tutorial”.)

5.3 Controlling your Arduino with LabVIEW

You can use your Arduino’s I/O ports from LabVIEW
using a LabVIEW addon named LINX. LINX is a free
addon provided by Digilent Inc (a National Instruments
Company) and is a convenient way to control common
embedded platforms like Arduinos, Raspberry Pis, and
BeagleBone Blacks using LabVIEW. They have a webpage
on LabVIEW MakerHub with tutorials, FAQs, and support
forums, so please visit them for more information (Figure
5-10).

After deploying the LINX firmware to your Arduino,
you can send commands and data via the serial port with
easy to use LabVIEW VIs. LabVIEW Community Edition
has LINX preinstalled, but on other Editions you will need

~ YN omN
[ 1

DIGITAL (PWM-~)

-
Iy
»
13

|
x mmm ARDUINO

ANALOG IN

nsn@®

Figure 5-9 LED and input / output pins of Arduino UNO

£33 LabVIEW MakerHub x  +

|« C @ labviewmakerhub.com ¥ /0 :

LabVIEW

MakerHut:.‘

Connected by LabVIEW

LabVIEW MakerHub is a community designed to inspire,
enable, challenge, and support makers using LabVIEW.

N |

m‘~

Figure 5-10 Webpage on LabVIEW MakerHub
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to install LINX through the VI Package Manager (Figure 5-11). Although easy to use, the LINX interface
introduces some latency between commands and their responses and is not recommended for high-speed
communication. In Chapter 7, we will cover how to control an Arduino without using LINX.

We will use the LINX Firmware Wizard to deploy the LINX firmware to the Arduino UNO. (The LINX
firmware is just another Arduino program, so we can deploy other programs like Blink.ino and use the
Arduio for other things as well.)

0 1K1 V1 Package Manager - a X | & Labview _ o % ‘
Fle Edt Vew Padage Toos Window Help ‘ File Operate [T Help
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DENSO Robot Library NILabVIEW Tools Network DENSO Robotics Source Control ‘Al Recent Fies
Denso Robotics Library 4 NI LabVIEW Toos Network Imagingiab
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Distributed State Machines (DSM) Framework NILabVIEW Tools Network Ovak Technologies .
DMC GUI Suite NILabVIEW Toos Network oMC ! Tree lvproj
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Epson Robotics Library NI LabVIEW Tools Network DigMetrix Create Data Link... Welcome to LabVIEW
Error Logger NILabVIEW Tools Network CPE Systems NZLtd - Find LabVIEW Add-ons.. C— . e »
Eulogy NI LabVIEW Tools Network. Field R8D Services = W‘DE(:” and upgrade
Event Source Actor NILabVIEW Tools Network N - s
Expression Scanner NI LabVIEW ool Network GROVE v LINX Target Configuration...
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Ready ...

Figure 5-11 VI Package Manager Figure 5-12 LINX Firmware Wizard..

[ LINX Firmware Wizard - & LINX Firmware Wizard -

LINX
Firmware Wizard

LabVIEW .’b
LINX MakerHub

Firmware Wizard

Select the COM port to use when uploading firmware to the Arduino Uno.
Device Family

Device Typ
 Arduino Leonardo
Arduino Mega2560
Arduino Nano

Arduino Pro Micro
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Figure 5-13 Select Arduino UNO Figure 5-14 Select serial port
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From the Tools menu, select MakerHub -> LINX -> LINX Firmware Wizard (Figure 5-12). In the next
window, select Device Type -> Arduino UNO and press the Next button (Figure 5-13). Next, select the COM
port with your Arduino UNO and press the Next button (Figure 5-14). The next screen with ask you to choose
between Firmware Version and Upload Type, but just click the Next button on the bottom (Figure 5-15). The
LINX firmware deployment will then begin (Figure 5-16). When the deployment is complete, the window
shown in Figure 5-17 will appear. Click the Launch Example button to load LINX — Blink (Simple).vi.

3 LINX Firmware Wizard -

LabVIEW >
LINX MakerHub

Firmware Wizard

Firmware Version

LINX - Serial / USB &)

LINX firmware for the Arduino Uno with
Serial/USB interface enabled.

Upload Type

Pre-Built Firmware )

@ Help [6 Prevlous] [Q Next ] [_g Cancel]
Figure 5-15 Click “Next” button

[ LINX Firmware Wizard -

LINX i\llékerHub

Firmware Wizard

The LINX firmware is complete.

If this is your first time using LINX consider launching a LINX example using the button below. More
LINX examples can befound in the LabVIEW Example Finder by launching LabVIEW and clicking
Help>>Find Examples, then searching for LINX'.

Formore i ion about LINX visit: i om/linx

For help using LINX visit: www.labviewmakerhub.com/forums/

© nep O} ViewLog [E LAunchExample] [Qf Finish ]

& LINX Firmware Wizard -

LabVIEW >
LINX MakerHub

Firmware Wizard

—

Uploading Pre-Built Hex

Figure 5-16 LINX firmware deployment

& LINX - Blink (Simple).vi - a X

File Edit View Project Operate Tools Window Help

I
e @N ?lE:ﬂ

Manual Blink Example

This example demonstrates how to blink an LED on a LINX device by clicking on an LED control in LabVIEW.

Instructions
1. Select the Serial Port associated with the LINX Device.
igit Channel tothe LED.

2
3. Click the Run Arrow. Ll S
e
Circuit Schematic LINX Device Settings LED Control
Digital Output
LED Serial Port
% com3 ) O
R1 Digital Output Channel
o
— GND

Figure 5-17 Deployment is complete

W swop

Figure 5-18 LINX - Blink (Simple).vi
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Leave the “Digital Output Channel” at 13, select the serial port, and click the Run button (Ctrl+R, or the
arrow button on the top left of the window). It will take about 5 seconds to respond, but you’ll soon see the
Loop Rate (Hz) updated to 100 which means the program has started (Figure 5-18). You can then use the LED
Control button to turn the Arduino LED on or off.

Now, we are ready to control the Arduino. Please look at the digital output sample block diagram in
Figure 5-19.

The reason why the program didn’t respond right away was because it was checking the deployed LINX
firmware in the Open.vi. The command being sent to the Arduino depends on the board type, so the program
takes the time to make sure it's connected to the correct board type.

- m} X

i

~

E LINX - Blink (Simple).vi Block Diagram *
File Edit View Project Operate Tools Window Help

D & \:\ n g Qﬂ': ba i3 7 | 15pt Application Font v | 3o+ o Epv E‘ﬂ

*| Search { @

Digital Output Channel [Lus}

Open.vi

Serial Port

LED Value[TE] -

Loop Frequency.vi
]
(DAt -nm Loop Rate (Hz)

: | Digital Write.vi

Close.vi

iSimple Error Handler.vi)
1Chan
(]

Stop Button. p

1. Open a connection to the LINX device.

3. Write the value to the specified DO channel.
4. Close the connection to the LINX device.

5. Handle Errors

[NILV.Dialog < >
Figure 5-19 Block diagram of “LINX - Blink (Simple).vi”

5.4 Make a Switch Counter

Unplug the Arduino from USB port before wiring. Let’s make a program for digital-input. A counter
counts up one by one when the switch is pressed and goes back to 0 when it exceeds 10.

86



Place a tact switch and a resistance on the breadboard as
shown in Figure 5-20. The two pins on same side of the
tact switch are conducted when the switch is pressed.
Breadboard contains multiple metal rails in it. You can see
the metal rails as shown in Picture 5-1 when you remove a
tape on back side of it. Once pins of components are
inserted to holes of breadboard, it establishes electrical
connections by sandwiching the pins with springs of the
rails. Breadboard is useful because it can make a circuit
without soldering iron, which helps you to do trials and

errors easily . Be sure to check positions of the rails inside if
it’s your first time to use breadboard since there are various
types of breadboard.

The connection starts from 5V pin of the Arduino and
Picture 5-1 Metal rails in breadboard

Figure 5-20 Wiring diagram Picture 5-2 Placement and wiring of parts
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connected to the Arduino and set DI Channel to 8, then press the run [
button. Check if DI Values turns ON as you press the tact switch. A (3 oot e Cronret
block diagram looks similar to that of LINX - Blink (Simple).vi » 2 @n

File Edit View Project Operate Tools Window Help

- m] X

B

?

Figure 5-24).
( 9 ) Digital Read 1 Channel Example

~

This example demonstrates how to read 1 digital input channel.

Instructions

1. Select the COM Port associated with the LINX Device.

Save the program as PushCounter.vi, let's make a counter which 2 Select the Digital Channels to read.
3. Click the Run Arrow.

counts up when the switch is pressed and released, and goes back to

0 when it exceeds 10.
LINX Device Settings

v
>

Hint 1:Wait until the switch is turned OFF after it's turned ON. o iy
% COM3 ~ b
Hint 2:Keep counter value by using shift register. '
Hint 3:Input 0 to counter value if counter value exceeds 10. Di Channe}
S
[ - Stop
[mobaEzbn]c [

Figure 5-23 LINX - Digit;I Read 1 Channel.vi

E LINX - Digital Read 1 Channel.vi Block Diagram
File Edit View Project Operate Tools Window Help
R @I P Y T s

DI Channel [Ze——

AT

Serial Port|[170
| %
=l >} LT
Digital Read _|
1 Chan

(]
m Stop Button - “"’E

;DI Value

1. Open a connection to the LINX device.
2. Read the specified digital channel.

3. Close the connection to the LINX device.
4. Handle Errors

20.0b4 (32-bit) <

Figure 5-24 Block diagram of “LINX - Digital Read 1 Channel.vi’
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5.5 Make a Fan Controller

Unplug the Arduino from USB port, make additional
wiring for a fan as shown in Figure 5-25. Connect the
black wire to ground, the red wire to Pins 9. Refer to
Picture 5-3 as well.

Open a sample VI of LINX, LINX - PWM 1 Channel.vi
through NI Example Finder. Connect the Arduino to USB
port, configure serial port settings of LINX - PWM 1
Channel.vi. Change PWM channel to “9” (Figure5-26).

Press the run button and input "0.5" to Duty Cycle
(0-1). You may find the fan starting to move.

Even if the fan does not start while Duty Cycle is set to
"0.0~0.4", don’t worry, it’s not something wrong with your
Arduino.

It's a good habit to put default value or value range into
label of Control, for example Duty Cycle (0-1).

That can be effective for those who associate PWM with
0-255 to avoid inputting values more than 1.

However, it is not user-friendly and dangerous
sometimes because using the Increment and Decrement
Buttons may input out of range values such as "1.5" or
"-0.5".

In such cases, change Maximum, Minimum and
Increment setting in Data Entry tab (Figure 5-27)in the
property as shown in Figure 5-28.

Ablock diagram looks similar to Figure 5-29. Now you
can know that you should input value "0-1" to PWM Set
Duty Cycle.vi.

Then, control fan speed with the tact switch by
customizing PushCounter.vi which counts up value with
the tact switch.
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Picture 5-3 Placement and wiring of parts




= LINX - PWM 1 Channel.vi Front Panel - m} X
File Edit View Project Operate Tools Window Help |‘.‘1
B || | 15pt Application Font v | $ov wav i<, @ o
A
PWM 1 Channel Example
This example demonstrates how to set the dutry cycle of one PWM channel.
A duty cycle of 0 coresponds to 0% on and a duty cycle of 1 coresponds to 100% on.
Instructions
1. Select the COM Port associated with the LINX Device.
2. Select the PWM Channels to write to.
3. Click the Run Arrow.
LINX Device Settings
Serial Port Duty Cycle (0-1)
% COM3 (=)
PWM Channel
- Stop
v
20.0b4 (32-bit) | < >
Figure 5-26 LINX - PWM 1 Channel.vi
& Numeric Properties: Duty Cycle (0-1) X
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Numeric
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Minimum Response to value outside limits
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Figure 5-28 Set data entry

PWM Channel [(Z88——
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Figure 5-27 Numeric properties dialog box
Duty Cycle (0-1) |[[DELY
Open.vi uty Cycle ( ):_} PWM Set Duty Cycle.vi Close.vi
)
L = . A~

m Stop Button

1. Open a connection to the LINX device.

2. Set the duty cycle of the specified PWM channel.
3. Close the connection to the LINX device.

4. Handle Errors

Figure 5-29 LINX - PWM 1 Channel.vi
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You may see that a block diagram of PushCounter.vi is similar to Figure 5-30.

Multiply the counter value by "0.1" and connect it to input terminal of PWM Set Duty Cycle.vi.

The Functions palette of LINX can be found in MakerHub > LINX (Figure 5-31). Digital I/O, Analog I/O
and PWM functions are in a Peripherals folder. PWM Set Duty Cycle.vi can be found in directory shown in

Figure 5-32.

Now the block diagram looks like Figure 5-33
When the counter value gets increased, fan’s speed gets faster. And the fan stops with the counter value 0.

Although it seems working well, it’s still bothersome to stop the fan. It can be stopped only after pressing
button till the counter value gets 10.
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Serial Port
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G |
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4
Serial ¥
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Close.vi
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Figure 5-30 PushCounter.vi

Close

Figure 5-31 Functions palette of LINX
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FanControlWithLongPushStop.vi of Figure 5-34 is a program that has been customized to be able to

stop when the tact switch is held down for 2 seconds.

Tick count (ms) measures time while the tact switch is held down. The program outputs True if it’s less

than 2 seconds. When [“=10 counts value” and “=2 seconds”] it uses the counter value as it is, but make it

back to 0 in other case.

Make wiring simple by binding channel numbers of the tact switch and the fan into a cluster named
Hardware Setting. (Figure 5-35)

Close.vi

% X @
‘l‘ ,

4 True 't
0 = oS a
=} > 12
. [EEEJ|DI Value
DI Channell Us ?l
Open.vi Digital Read.vi
Serial Port o ﬁ
______ 20 .
Digital Read _ Set Duty Cycle
m 1Chan 1Chan
Stop Button
m P
Figure 5-33 FanControl.vi
4 True Vt Count
o—= > &l
Tick -
Running Count
e R JEE] (s} > =
Dl Value > S o]
Hardware Setting - [2000]

Serial Port omis

Digitaead.

PWM Set Duty Cycle.vi

_mRurming

Close.vi
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g

] Digital Read.vi
L p[sw] ’}'L

Bl

e X
I‘.

o
Set Duty Cycle
1 Chan

EXS
Digital Read Digital Read
_— m

o Stop Button

Figure 5-34 FanControlWithLongPushStop.vi
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Because FanControlWithLongPushStop.vi stops after the tact switch is held down for 2 seconds and
“released”, let’s customize the program so that it can stop without releasing the tact switch but only holding

the switch for 2 secounds.

Although FanControlWithLongPushimmediateStop.vi (Figure 5-36) seems working well because the

fan stops anyway, there is only one “count”.
Please customize it to work correctly by inserting While loop to wait for Digital Read.vi outputting False

after execution of PWM Set Duty Cycle.vi is completed.

In the end, some Notes for you. Functions of LINX
have cluster terminals named LINX Resource on its top

[& FanControlWithLongPushStop.vi

| File Edit View Project Operate Tools Window Help

PUSH

. S @n P | Fan
as input/output. 5
You can not connect LINX Resource wires to more Ry Count
. . . . 9
than 2 LINX functions by making wire branch since )
LINX works by sending commands and receiving e Sting LINX Device Settings
response with specific Arduino. | sw Seral Por DIValue ‘
. 8 5 com3 G \
Even though an error may not occur sometimes, ’ ‘
Fan —_—
place functions by connecting each other with daisy- B
chain.
( B sop
Figure 5-35 Front panel of
FanControlWithLongPushStop.vi
fo[True ~p] Count
L Tick B> - B> 5
Runnin, Coun m - —
R o b @ G EILESN 4 [#uming]
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Figure 5-36 FanControlWithLongPushlmmediateStop.vi
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5.6 Change the Operation of the Switch

How was the customizing FanControlWithLongPushlmmediateStop.vi?
Didn’t your block diagram stick out of your display?
By the way, Boolean Controls in LabVIEW has 6 types of mechanical actions as shown in Figure 5-37.

Behavior of PushCounter.vi which you programed in the section 5.4 Make a Switch Counter was that
“counting up when the tact switch is pressed and then released”. This behavior is close to that of Latch When
Released in 6 types of mechanical actions.

We'd like to introduce a program which we implemented the switch behavior of Latch When Released
programmatically.

Block diagrams of Push Counter(LatchWhenReleased).vi (Figure 5-38) and Fan Control with Long
Push Stop(LatchWhenReleased).vi (Figure 5-39, Figure 5-40) were quickly coded by a professional, so
please try to decipher those.

Boolean

-
Visible ltems »
Find Terminal
Change to Indicator
Change to Array
LDl Serial Port ¢ DI Value
DescriptionandTip.. | L P
o3 ﬁ x
Create » - e 24 ?
Serial ¥ Digital Read
Replace » g g1 Chan
Data Operations >
Advanced 4
Fit Control to Pane >
Stop Button- ma— .
Scale Object with Pane E|

Mechanical Action > Latch When Released

N m_f| T B L
Properties v fv—r| [voo|
— | |oe| [t
3 3£
v L E v 1
ro —23] t ro—tt|

Figure 5-37 mechanical actions of
Boolean Control

Figure 5-38 Block diagrams of "Push
Counter(LatchWhenReleased).vi”
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E 5-6_Fan Control with Long Push Stop(LatchWhenReleased)).vi Block Diagram
File Edit View Project Operate Tools Window Help
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Figure 5-39 "Fan Control with Long Push Stop(LatchWhenReleased).vi” (False & True Case)
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Figure 5-40 "Fan Control with Long Push Stop(LatchWhenReleased).vi” (True Case)
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Article 5
LabVIEW NXG and Hardware

Data Acquisition Device (DAQ for short) is the hardware that can measure voltage and
input/output digital signal. Used by connected to PC with USB and so on. In LabVIEW NXG,
there is a big change to DAQ programing.It is necessary to configure MAX/min of voltage
range and a number of times to measure voltage for 1 second in order to use DAQ, which is
checked after completing most of program in almost all cases.

In LabVIEW NXG, you can check and configure these settings of DAQ without programming. (Figure
C5-1). Moreover, you can use a program with a diagram which is generated automatically based on these
settings.

LabVIEW was originally developed in order to equip non-programmer engineers and scientists with skills
to make a program for measurement and controlling.LabVIEW NXG has strongly succeeded this purpose and
can do more things without programing compared to LabVIEW.
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Chapter 6

Investigating LED
Properties

We will use the 3 analog input channels of the Arduino to measure the voltage-current properties of the LED
(Picture 6-1). We will apply the measured data into formula to acquire the regression curve. The formula is a

little advanced, but this is an example of the data analysis.

[Keywords] X-Y Graph, 1D Array Sort, Logarithmic Transformation, Linear Regression
[Parts used] 1 Arduino UNO, 1 breadboard, 1 LED, 1 resistor (100Q2), 1 Variable Resistor (10kQ2), 6 wires

6.1 Assembling the Experimental Circuit for LED Voltage-Current Properties

When lighting the LED, we must place a current limiting
resistor to forbid too much current flow into the LED. The current
flow into the LED increases exponentially when the voltage
applied increases beyond the forward voltage (Vf), and affects
the LED luminance greatly. Since it is more difficult to control the
luminance with voltage than current, we include resistor into the
circuit to alter the current. In this chapter we will observe the
exponential growth of the current. In order to conduct the
experiment, we will need an LED, a 100Q2 resistor, a 10kQ
variable resistor, 6 wires, a breadboard, and an Arduino UNO.
Further explanations on the variable resistor and the experiment
circuit is on the 6. Appendix. Remove the Arduino from PC’s
USB port and wire it as shown in Figure 6-1.

Connect the 5V pin of the Arduino to the 10kQ) variable
resistor, 100Q) resistor, and the LED in series and the other end of

Picture 6-1 Measuring V-I properties of
LED
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the LED to the Arduino ground pin. Note that the variable resistor has three legs. Turn the knob to the
leftmost position and place the variable resistor on the table so that the tip of the arrow is facing down left.
Looking from the top, connect the left pin to 5V and center pin to 100Q resistor. Since LED has polarity,
connect the shorter leg to ground. Current will flow from 5V, variable resistor (0kQ to 10kQ), 100Q2, LED, and
to ground. Changing the value of the variable resistor
will alter the voltage applied and current flow into the
LED. We will measure the current and the voltage with
Arduino’s analog input. Use a new wire to connect the
point between 100Q2 resistor and LED to AQ. This is the
voltage applied to the LED. Use another wire to connect
the point between the 10kQ variable resistor and the
100Q2 resistor to A1l. Subtracting A0Q voltage from A1
voltage to get the voltage applied onto the 100Q
resistor. Using Ohm’s Law (I=V/R) we find the current
flowing on the circuit, i.e. the current flowing in the
LED. To observe that the 5V power supply is stable,
connect a wire from the point between 5V and 10kQ

variable resistor to A2. Check the circuit once again to
make sure everything is in place. Then connect the
Arduino to PC’s USB port. When connected, the LED Figure 6-1 Circuit diagram of experimental circuit
will light up, and when you turn the knob of the
variable resistor to the right, the LED will light
dimmer. Now we are ready for the experiment. | oo

Browse according to:

F,@ NI Example Finder - X

monstrates how
to read N channels of analog
input from a LINX device.

O Task

@ Directory Structure £3 MakerHub

6.2 Measuring LED Voltage and Current

(>
- [>]
1 1 UNXA log Set Voltage Ref -

Using the three analog input channels of the L0 Arog St Veage fenncevi_ 1
LINX - Blink (Simple) (TCP).vi >

Arduino, we will measure the LED voltage-current e 2 5
. . LINX - chipKIT Basic IO Shield.vi =

properties with LINX. Open LINX — Analog Read N - Dttt B | e
. . . LINX - Digital Write N Ch: =
Channels.vi from NI Example Finder (Figure 6-2). Dot e iz
. . . . . ist ni.com [>]
Click the ”\/” icon on the right side of the Serial Port frmer i i
orere Find hardware v Blrfltyr\;‘MAaaszo > g

control and select the COM number that the Arduino is

[ Limit results to hardware Add to Favorites Setup... Help Close.

connected to. If nothing is shown even though your | Figure 6-2 NI Example Finder
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Arduino is connected to the USB port, click the “Refresh” on the bottom of the pull-down menu. We will input
the analog input numbers into the AI Channel(s) array. Since we are using A0 to A2, we input 0, 1, and 2.
Press the Run button and turn the variable resistor knob left and right and you will see the Waveform Chart
“Analog Data” result change (Figure 6-3). A0 should be around 2V, A1 should be between 2V to 5V
depending on the position of the variable resistor, and A2 should be 5V. You may have noticed that there is

= LINX - Analog Read N Channels.vi - o x|
File Edit View Project Operate Tools Window Help lE;E\ LINX Device Setti
Vice Setlings
| »E @Nn ? | ¢
~
\ Analog Read N Channels Example (Serial Interface) Serial Port
B
\ This example demonstrates how to read N channels of analog input values from a LINX device connected to the host computer via Serial / USB. 4 COM3 =)
Instructions
1. Select the COM Port associated with the LINX Device.
2. Select the Analog Channels to read. Loop Rate (i
3. Click the Run Arrow. oop Rate (H) Al Channel(s)
P —
)
Ao [NV
LINX Device Settings —
55 Al Y
Serial Port Al2
s COM3 ) 4|
v
e
Al Channel(s) g ) .
I ] S
-0.5- I 1 I 1 1 1 0 1 1 1
9896 9898 9900 9902 9904 9906 9908 9910 9912 9914 9916
Sample .
| Figure 6-4 Elements of
|
( Channels array
| B sop
| v
20.0b4 (32:bit) | < >

Figure 6-3 LINX — Analog Read N Channels.vi
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1]
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Analog Read.vi e § 5 | Analog Data
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Anal | Eu—,j@
— 3
g ? -
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Serial [ log R
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Al Channel(s) [[vs3}

Serial Port

]
]

m Stop Button

Figure 6-5 Block diagram
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data around 0V as well. Hover the cursor over the Plot Legend

Array Size size(s)

and drag down the little blue square and you will see “Plot 3”
below “A2.” Do the same for “AI Channel(s)” array as in Figure —

6-4 and you will see there are only 3 items in the array and only 3 Array To Cluster
channels are set. From the top of LabVIEW, select “Window > Analog Read.vi T
Show Block Diagram” (Figure 6-5) to open the block diagram. ST

Right-click on the block diagram to open the Functions Palette Ana IogL;ea r

and hover to Array Palette. Left-click on “Array Size” and place it NChan

near Analog Read.vi and connect it to determine the number of

items in the array (Figure 6-6). Run the VI and observe the Figure 6-6 Size of the output array
“size(s)” indicator, and you see that it is 3 as expected. Double '

click on “Array To Cluster” in between Analog Read.vi and D Cluster Size X
waveform chart, and you will see a small window “Cluster Size”

displayed (Figure 6-7). Input “3” and click the OK button. Now Number of elements in cluster
run the VI again to see that the fourth plot has disappeared. Study

the help file on waveform chart to notice that we need to connect -

the data as cluster when we connect multiple plots onto the same

waveform chart. Help

Save LINX — Analog Read N Figure 6-7 Number of elements in cluster

Channels.vi as LED VI Curve.vi. We I3 LED VI Curvew Frot Pane - o x
File Edit View Project Operate Tools Window Help
want to delete the text on the front > ® © N [Tt Apcaton fort_~ ] Sov o~ B+ €D sear o Rl
panel but cannot Since lt iS 10Cked. Analog Read N Channels Example (Serial Interface)
MOVe the mouse Cursor tO the top left Of ITh:':xj.mpledemnnstrateshowtorsadN<hanne\sofanaloqmputvalue_ host computer via Serial / USB.
nstructions Move Forward  Ctrl+K
. 1. Select the COM Port associated with the LINX Device.
the explanation text and drag the 2 Soc e Anog Cram 2. MoveBackvord Cie) i
Move ToBack  Ctrl+Shift+) 122

mouse over the rectangle to select the f

(a0

textbox. Click on the “Reorder” icon on UNX Device Settings H . ’ . Z ‘
the toolbar and select “Unlock” to e 2 -
delete the textbox (Figure 6-8). Using
“Index Array” function in the Array
function palette, extract item 0, 1, and 2 from Analog Ready.vi. Item 0 is the voltage applied to the LED. Value

Alz

Figure 6-8 Unlock the description text

of Item 0 subtracted from Item 1 is the voltage applied to 100Q) resistor, and divide this voltage by 100Q to get
the current flowing in this circuit (Figure 6-9). We are able to calculate the voltage and current applied to LED
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this way. Connect numeric indicators to the LED voltage and current to observe that when the voltage
becomes higher and current becomes greater, the LED luminance is greater, and when the voltage becomes
lower and current is less, the luminance is lower (Figure 6-10).

[ LED VI Curve.vi Block Diagram - m] X
File Edit View Project Operate Tools Window Help |Eﬂ
B @N @ % T 2]
~

| oop Frequency.vi

—]

Loop Rate (Hz)
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o] ’ PIBL]
%
Current(A)
»DBL]
Al Channels) [[oe}
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Serial P Analog Read.vi HOE ey =iz |Analog Data Close.vi Simple Error Handler.vi
rial Port
oxd R = ‘:.X
Analog Read _
N Chan
| Stop Button [CTER-

20.0b4 (32-bit) <

Figure 6-9 Block diagram to display voltage and current
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Figure 6-10 Front panel displaying voltage and current
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6.3 The Program to Display LED V-l Property Curve

Let us plot the properties in the X-Y Graph with voltage in X axis and current in Y axis. You may already
have the knowledge to write this VI on your own, but we have provided an example VI. Open 6-2_LED VI
Curve.vi in the program folder. When the “Add data” button is pressed, voltage and current measured are
added to voltage array and current array and are plotted onto the X-Y Graph. Set the “Serial Port” and Al
Channel(s) and press the Run button. Change the voltage and current with variable resistor and press the
”Add data” button accordingly. As data is accumulated you will see a graph increasing to the top right
(Figure 6-11). Make sure to fill the gap by adding data while controlling the variable resistor. The regression
analysis button will be explained in section 6.4. This example VI does not have the function to save the data,
so data will become unusable after VI is stopped. Therefore, do not stop the VI just yet. Open the block
diagram and observe if the structure is as you have expected (Figure 6-12). Take a closer look at the case
structure that works when the ”Add data” button is clicked. Here we are sorting the voltage from low to high.
This is included because voltage and current must be paired to correctly analyze the data. For both voltage
and current, we add the data into their respective array and then create another array with item as clusters
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Figure 6-11 Adding data to X-Y graph
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Figure 6-12 Block diagram

with a single pair of voltage and current. Using “Sort 1D Array” we sort this array of clusters. Since this
function sorts the array based on the Oth item of the cluster, notice that voltage is set as the Oth item. After they
are sorted, the cluster is separated again and are put back into voltage and current arrays. You can also use
“Sort 2D Array” function if available. To display the data onto the X-Y Graph, we assemble the 1D array data
for X-axis and 1D array for Y-axis as a cluster. To display multiple plots onto the X-Y Graph, we create an
array of this cluster.

6.4 Regression Analysis of LED V-l Property Data

By modifying the voltage while adding the data, we can observe that current increases when the voltage is
increased with slight disparity. LED is short for Light Emitting Diode, and it is a type of a diode. From here
on we will explain how to display the LED voltage and current data as approximation equation. As we
acquired the data repeatedly while changing the resistance, you may have noticed that voltage and current
pair has shifted position for similar resistance. You may have expected the data to align in the same position
as data points increase, but sorry to disappoint you. There are many potential reasons for this misalignment.
You may think that voltage and current are read exactly at the same time, but in reality they are read one by
one, so there is a time difference. Turning the knob of the variable resistor too quickly would also cause the
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voltage and current data difference. Temperature difference of the
LED could be another reason. As you can see, the difference is
yielded by improperly controlled factors. First line of Figure 6-13 is
the model equation for voltage-current property of the diode PN
Junction. Looks complicated; it is exponential function you learn in
high school. Simply put, it shows that changing voltage V grows
current exponentially. Variables are explained in Figure 6-14.
Elementary charge and Napier’s constant are both “e,” but to
differentiate, elementary charge is written in italics. A model function
simplifies natural behavior and display the effect as a mathematical
function.

When the current flow into an LED becomes greater we cannot
ignore the voltage drop caused by internal resistance (r). The first
equation on Figure 6-15 represents this and (- | * r) is the voltage
drop by inner resistance. If you look at this equation closely, current
(1) is used both on the left and right hand side of the equation, so we
cannot solve for current just by substituting in voltage (V). The third
equation in Figure 6-15 solved for voltage. You may feel uneasy
about how voltage is expressed as a function of current, but for
convenience we will continue the analysis by placing current for x-
axis and voltage for y-axis.

The procedure of comparing between the experiment data with
rounds of error and a model equation to acquire probable parameters
and substituting them in the model equation to express the
experiment data is called regression analysis. For this experiment,
we can say that we are deriving the diode ideality factor (n),
reverse saturation current (lg), and internal resistance (r) from the
data you acquired by pressing the “Add data” button multiple times.
Once n, Iy, and r are determined, we are able to estimate the
relationship between current and voltage for an LED.

Press the “regression analysis” button to display the regression
curve on the X-Y graph (Figure 6-16). Bold line is the regression
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Figure 6-16 Displaying the regression curve

curve acquired from various data points. Let us open the sub VI that performs the regression analysis. Open
the block diagram of 6-2_LED VI Curve.vi and double click 6_sub model fitting vi located in the true case of
case structure connected to “regression analysis” button. Front Panel similar to Figure 6-17 should be
displayed, but there should be no values in controls and indicators. You may have various front panels and
block diagrams open on your display, Open the front panel of 6-2_LED VI Curve.vi and press “regression
analysis” button once again. Now values will be inputted onto controls and data will be displayed on the
three graphs. The rightmost graph is the final result of the regression, and this will be displayed on the front
panel of 6-2_LED VI Curve.vi. Open the block diagram of 6_sub model fitting.vi and it should be displayed
like Figure 6-18. Figure 6-19 is the equation extracted from third row of Figure 6-15. The In() in the equation
is natural logarithm. The right hand side of the equation is a combination of the linear function of In(I) and
the linear function of I.

The leftmost graph on Figure 6-17 displays the natural logarithm of measured current data on the x-axis

and voltage on the y-axis. Look at the legend and you will see that there are four types of data: Small Current
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Region, Large Current Region, Small Current Region Regression Line, and Regression Residual. This
corresponds to the block diagram where four data wires are connected to the graph on the top. The method to
separate the “Small Current Region” and “Large Current Region” will be explained later. Small Current
Region increases linearly while Large Current Region curves up gradually. Look at the equation on Figure
6-19 and remember that the right hand side is the combination of linear function of In(I) and linear function of
I. The reason why Small Current Region changes linearly is because the linear function of In(l) is prominently
visible. “Small Current Region Regression Line” is the linear regression of Small Current Region displayed
with red solid line. Subtracting “Small Current Region Regression Line” from the experiment voltage data and
graphing the result, we get “Regression Residual,” which is the linear function of I. The reason why
“Regression Residual” is curved despite it being linear function is because the x-axis is the natural logarithm
of current. The graph on the center shows current as x-axis and voltage as y-axis, and as shown on the
legend, it displays the inner resistance element and its linear regression. Inner resistance element is the
Regression Residual on the leftmost graph. The rightmost graph shows voltage as x-axis and current as y-
axis and displays the measured data with the summation of two regression data plotted as a regression curve.
Linear Fit.vi function is used for regression analysis. This function allows you to set analysis parameters,
so study the description in the help document. The split between “Small Current Region” and “Large Current
Region” is done at the point where the graph’s “Regression Residual” becomes greater. We have tested three
types of LED and made the split at point “(the minimum of the natural log of current data) + 2” and were able
to conduct regression without a problem, so we believe that readers should get similar results. The optimal
point differs by the properties of an LED, so feel free to modify the point. The regression analysis done in this
chapter is an experiment done at the university level, so some points may have been difficult to understand

due to lack of explanation. The block diagram should be easy to ready, so feel free to investigate further.
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6.Appendix Additional Note on Variable Resistorsand the Experimental Circuit

6.Appendix.1 About Variable Resistors (VR)

Variable resistors are also called potentiometers, and there are several types, but as long as they are 10kQ2,
they do not have to be the same shape as the picture in the main text. Small screwdrivers can be used to turn
the knob of VRs in Picture 6-A1. Red (D, @ and (3 in Picture 6-A2 are pin numbers. If they are not engraved,

the pin assignments can be inferred from the positions of the three leads.

The structure inside is almost identical, and when disassembled it looks like Picture 6-A3 (disassembled
VR with light blue casing). The flat and square one has a reduction gear and is capable of precise adjustment
of 25 revolutions one way.

®@@ 0

Picture 6-A1: Various types of VRs

| e
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The black band across the No. 1 and No. 3 pins is the resistive element. The resistance of 10kQ2 is the value
between (D and 3).When you turn the knob, the gold spring rotates while making contact with pin 2 and the

resistive element. Depending on the angle, the contact position to the resistive element changes, and the

resistance value between 1-2 and 2-3 changes continuously.
6.Appendix.2 Knob Rotating Direction and Value of Resistance

In general, when the knob is turned all the way to the right, the maximum value between 1-2 (in this case,
10kQ) and the value between 2-3 is 0Q. We can use this as a three-terminal voltage divider or a two-terminal
resistor. The experiments in Chapter 6 use two terminals (between 1-2 or 1-3) because they are used as series
current limiting resistors.

Depending on whether you use 1-2 or 1-3, the direction of turning the knob and the direction that
brightens the LED will change. For Picture 6-A4, the left VR dims LED when turned right, and the right one
brightens LED when turned right. If it was not what you expected, shift the terminals and try again. The
direction will not affect the measurement even if it is reversed.

6.Appendix.3 Notation of Resistance Value

When reading the resistance values written on the parts, it is necessary to pay attention to the mix of
notations. Picture 6-A5 shows 10kQ and 300Q) from the left. These are written as 10K or 300 ohms, so it is easy
to understand, but how many ohms do you think the right end is? The hint is 104.

The law is "two-digit value + one-digit exponent (power of 10)". In this case, 10x10% (four zeros followed
by 10) makes 100000 = 100kQ). For example, 472 is 4700 = 4.7kQ. If there is no unit and the first digit is not 0,
you can assume it follows this law. If it is simply written as 100, there is a possibility of 10Q2 or 10002, so please
measure it with a tester and confirm it.

1 @ 3 3 3 O

(e

|

Picture 6-A5: Notation of resistance value



6.Appendix.4 LED Polarity

The longer leg of the lead wire is the positive side of the LED. If you cut and align them when you put
them on the breadboard, you will no longer know its sides, but try both sides. If the polarity is reversed, the
current will not flow and the LED will not glow, so don't worry.

6.Appendix.5 Schematic of the Measurement System

You can understand further if you are able to read the schematic.
In this experiment, since variable resistor, resistor and LED are used as individual parts (called discrete
device), it is easy to compare between the real circuit and the diagram (Figure 6-A1). It is difficult to view the

Arduino
: 5V |
Variable
resistor < 00 L A5 e e e e e e e e + I
10kQ X
|
[ Al }F----------- -~ A2 Potential
Resistor ! (P?wer Supply
1000 % Voltage)
A1 Potential 1
1
1
{ A0 }----- R |
1
1
! LED AO Potential ! :
1
LED + Current (LED Voltage) | :
1
1
1
GND F----- t _____ y ____] * ———
LED Current =

(A1 Potential - AO Potential) / 100

Fig. 6-A1 Experimental circuit diagram
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inside of sophisticated devices such as IC, but an analogous circuit diagram can be used to illustrate its
behavior.

The current flows from the 5V power supply terminal through the variable resistor - fixed resistor - LED to
the GND (ground, overall reference) terminal. A0, A1, and A2 are terminals for voltage measurement. In
reality, the current flows into A0 and A1, but the value is very small, so we ignore it.

What is important here is that all the analog inputs of the Arduino are measuring the potential difference
from the GND reference. Therefore, the voltage at both ends of the 100Q2 fixed resistance required to detect the
LED current is obtained by subtracting the A1 and A0 potentials.
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Article 6
Data Analysis with LabVIEW NXG

We are able to understand many things by analyzing the acquired data. Nowadays we can
play our favorite music just by telling the smart speaker to play music. This is because it
acquires our voice as data and performs analysis on it. There are also smartphone apps that
displays jogging distance and the calories spent when we run with it, and this is done by

analyzing the vibration put on the smartphone. “Data analysis” is crucial to understand our
surroundings. LabVIEW NXG contains many functions for analysis, so you can assume it is able to perform
most types of analysis. You have seen from the previous example VIs that some level of programming must be
done before the analysis, but LabVIEW NXG enables us to perform analysis during programming. This allows
us to check if the functions we are using are correct and to acquire the result while programming, enhancing
convenience.
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Chapter 7

Using the Latest
Semiconductor
Sensors

This chapter introduces how to use the Arduino as a sensor interface for LabVIEW when using the latest
semiconductor sensors used in smartphones and automobiles for your hobby and daily life.

[Keywords] Semiconductor sensor, heart rate sensor, MAX30102, I12C, SDA, SCL, data sheet, register,
serial port, queue, producer consumer design pattern

[Parts used] Arduino UNO x1, breadboard x1, MAX30102 module x1 (Header pin soldering required),
wires x4

7.1 Semiconductor Sensors Used in Smartphones and Automobiles

Many semiconductor sensors and actuators are used in smartphones. The principle itself has been used for
a long time, but by combining semiconductor microfabrication technology and peripheral circuits, it has
become a compact, high-precision, lightweight sensor / actuator. When you turn your smartphone vertically,
it turns to a vertical screen, and when you turn it horizontally, it turns to a horizontal screen. The function to
launch the app by shaking the smartphone uses a 3-axis accelerometer or 3-axis gyro sensor. Semiconductor
microfabrication technology is also used to produce tiny microphones that are difficult to imagine from
looking at the size of a karaoke microphone.
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Semiconductor microfabrication technology is also used in RF
switches used in high-frequency communication circuits. Many
types of sensors such as 3-axis accelerometer, 3-axis gyro sensor,
pressure sensor, flow sensor, environment (atmospheric pressure /
temperature / humidity) sensor, air quality sensor, and object
detection radar are also used in automobiles.

Small, high-performance semiconductor sensors are difficult to

solder and difficult to use unlike traditional electrical components,
but they can be purchased as a module with peripheral circuits.

I
|
Many webpages and blogs describe how to use the accelerometer : : - T
and environment (atmospheric pressure, temperature, humidity) TR R IR
Il'..ll'....l.l.l

sensors with Arduino, so they are easy to use.

7.2 Sensor to Measure Heart Rate

The MAX30102, which measures heart rate, is located in the
center of the module in Picture 7-1. A high-performance
semiconductor sensor that integrates an LED, LED driver,
photodetector, AD conversion, filtering, and communication
interface. Touch this device with your fingertips to measure your
heart rate. The percentage of oxygen bound to hemoglobin (oxygen
saturation) changes with the heartbeat of the blood flowing through
the skin. The optical reflectance of a particular wavelength of light
changes depending on the oxygen saturation. Using this
phenomenon, MAX30102 emits light from the built-in LED and

) . . ¢ Picture 7-2 Heart beat sensor
receive the reflection from skin with a photo detector to measure the (Analog Output type)

heartbeat. This sensor can also measure oxygen saturation (SpO2), so
try it later.

Several MAX30102 modules are available and range in price from $ 2 to $ 30. If purchased with reference to
Picture 7-1, it can be used with the pinout diagrams in this manual.

A heart rate sensor (Picture 7-2) that can measure with Arduino's analog input is also widely used, but the
MAX30102 is more convenient because it can measure more stably.

You will need to use a soldering iron to solder the included pin headers. If you really don't want to solder,
you can temporarily test with through-hole test wires.
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7.3 Operate with Sample Program for Arduino

Let’s use the Arduino library and sample programs to make sure your MAX30102 board is not defective
and your wiring is correct.

Now install the library for the MAX30102. In the Arduino IDE, select "Sketch> Include Library> Manage
Library ..." and the Library Manager window (Figure 7-1) will appear. Enter max3010x in the field labeled
"Filter your search ...

"

and the SparkFun MAX3010x pulse and proximity sensor library will be displayed, as
shown in Figure 7-2. It may take some time depending on internet condition. Click Install.
This library is compatible with the MAX30100, MAX30101, MAX30102, and MAX30105. When the library

installation is complete, close Library Manager.

@ Library Manager X

by Arduino -~
of how to various Ard boards to cloud providers
More info
Version 12.. Install
Arduino Low Power Ard

Power save primitives fealures for SAMD and nRF352 32bit boards With this library you can manzage the low power states of
newer Arduino boards
More info

Arduino SigFox for MKRFox1200 &y Arduino

Helper library for MKRFox1200 board and ATAB8520E Sigfox module This library zllovs some high level operations on Sigfox
module, to easze integration with existing projects

More Info

Arduino Uno WiFi Dev Ed Library by Arduin
This kbrary allows users to use natwork features like rest and maqtt. Includes some tools for the ESP8266. Usa thiz library only
with Arduino Uno WIFI Developer Edition.

ca i

Chse
Figure 7-1 Library Manager
@ Library Manager X
Type All + Topic All v | | max3010¢
SparkFun MAX3010x Pulse and Proximity Sensor Library by SparkFun Electronics A

Library for the MAX30102 Pulse and MAX30105 Proximity Breakout An Arduino Library for the MAX301S5 particle sensor and
MAX30102 Pulse Ox sensor
More info

Version 1.1.. « Install

Figure 7-2 Library for the MAX30102
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Select "File> Examples> SparkFun MAX3010x Pulse and> Example4_HeartBeat_Plotter" in Arduino
IDE.

Example4_HeartBeat_Plotter.ino program opens (Figure 7-3). This sample sketch is a program that
outputs heart rate data to the serial port and displays it on Serial Plotter of Arduino IDE.
Upload Example4_HeartBeat_Plotter.ino to Arduino.

Remove Arduino from the USB port. Connect MAX30102 to the Arduino UNO (Table 7-1). A pin name is
printed on the back of MAX30102 module. Refer to Figure 7-4 for the correct wiring.

Connect your Arduino to the USB port and select Serial plotter from the Tools menu. When you place
your finger on the sensor, you will see a heartbeat pulse on top of large DC component. This confirms that the
MAX30102 board is not defective and your wiring is correct.

Sketchbook 3}
Euamples

mgﬂﬂ-‘@"” V‘?Il;l'?l’l;‘
Bt > 8 "' DIGITAL (PWM-~) K

- Ao Famata >
Save Az Qr+SaiftsS aM 5
PageSetus  Qri=Snifte? fobet Control " .
Print Qrisp Robat Mator >FI

) >
>

Preferences  CQtri+Comma

L -

X _—
wcmm ARDUINO

Faamplel_Rasic_Readings

SottwareSeri,

521

ple3 Temperaturs Seaze

pies_HeartBeat_Plotter
Wire

S HearlRale
Cvampies from Custom Lisrai{  Cxampie MO Readings

Adafruit S301305 1 FuampleT Ratic Readings Interints
BlueDol EVIEZBO Library 1 ExampleB S902

SoarkTun ARG Pulseard  Drempies RateTesting

Figure 7-3 Sample Sketch

MAX30102 | Arduino UNO
GND GND
ScL AS Figure 7-4 Wiring for MAX30102
SDA Ad
VIN 5V

Table 7-1 MAX30102 Pins and
Arduino UNO Pins
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7.4 Get the Datasheet

It's a very small sensor, but it's highly functional, so get a data sheet. Search for MAX30102 datasheet to
find MAX30102.pdf. You can learn how to use the MAX30102 by reading this datasheet.

A schematic of the circuit called the Typical Application Circuit (Figure 7-5) is available on the datasheet.
From this figure, you can see that the data register can be read and written by an external processor via 12C
communication. There is a red LED and an infrared LED on the left end, and there is an ADC that converts the

analog value measured by the photodetector into digital data.

Just by looking at this figure, you can see that this small sensor has complicated functions built in. If you
read this datasheet in more detail and create a program that uses the functions of 12C communication of LINX,
you can obtain oxygen saturation (SpO2) and heart rate data without using a library. You can also deepen
your understanding of the datasheet by examining the Arduino library. The library is located at "Documents>
Arduino> Libraries> SparkFun MAX3010x Pulse and Proximity Sensor Library". If you can't find it,
search for MAX30105 on your PC.

+33V +1.8V

200mA MAX 20mA
10pF —[—0‘1uF IQJuF IO.1uF

VLED {9 v Voo = =

e ——— ——— —— — —— —— e — — — — — — —— — —— — — — — — — 1*Q Vooio

1
>
AMBIENTLIGHT | \\) oG DIGITAL

{31—‘ {3% VISBLEHR ) <ADC _ [oiGma OATA rc
=1 Fi __
tég/l LTER REGISTER COMMUNICATION | | ;e PROCESSOR
'

|

|

| reo IR CANCELLATION

|

| HOST
|

|

|

4 v I

! l OSCILLATOR ]——{ J i.ED DRIVERS | :

|

|

I

|

| MAX30102

T S s S —— i _______ )
NC| NG GND PGND

(NOT CONNECTED)

Figure 7-5 Typical Application Circuit
( Cited from MAX30102.pdf)
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SAMPLES o

I think you could run Example4_HeartBeat_Plotter.ino. Continue to secoo | ® 1 | 215 | an
familiarize yourself with the MAX30102 by changing settings such as the “ °o o o °
sampling rate or by running other sample programs. 200 o 0 o o

Looking at the datasheet (Table 7-2), we have set o = = = -
my_HeartBeat10ms.ino(Figure 7-6) with a high sampling rate and a o — - I
wide measurement range (Table 7-3). I removed the unnecessary part of O | |
the code and used a function called micros () that returns the elapsed time (vits * * v *
in microseconds to get the code working at 10 millisecond intervals. Table 7-2 MAX30102 Settings

Open my_HeartBeat10ms.ino from the program folder and upload it ( Cited from MAX30102.pdf )

@ my_HeartBeat10ms | Arduino 1.8.8 = [m] X

Eile Edit Sketch Jools Help

my_HeartBeat! 0ms §

79 void setup() ~
I
31 Serial.bezin(115200);
2 Serial.printIn{"my_HeartBeat10ms”);
f ('HR_Sensor.begin(Vire, I2C_SPEED_FAST)) //Initialize sensor :Use default I2C port, 400kHz speed |
[
Serial .print In("MA%30105 was not found. Please check wiring/power. 7);
while (1);
}

byte ledBrightness = OxIF; //Options: 0=0ff to 255=50mA---default is OxlIF

39 byte sawplehveragze = 8; /fOptions: 1, 2, 4, 8, 16, 32---default is 8

A1 byte ledMode = 1; J/0ptions: | = Red only, 2 = Red + IR, 3 = Red + IR + Green---default is 3
41 nt sanpleRate = 1000; //Options: 50, 100, 200, 400, 800, 1000, 1600, 3200---default is 100

42 nt pulse¥idth = 411; /fOptions: B9, 118, 215, 411---default is 411

43 nt adcRange = 16384; //Opticons: 2048, 4098, 8192, 16384---default is 4096
4 HR_Sensor.celup(ledBrightness, sampledveraze, ledlode, sampleRate, pulselidth, adcRange); //Confizure sensor with these settings

oopl)
43 float t=micros();
49 Serial.print In{HR_Sensor.getRed()); //Send raw data to plotter
50 while((micros()-t)<10000) {}
51} v

Arduino/Genuino Uno on COM3

Figure 7-6 my_HeartBeat10ms.ino
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to Arduino. After uploading, open the
serial monitor and try receiving at
115200bps. If 6 digits are displayed one
after another, we can confirm that
MAX30102 sensor is connected correctly.
Close Arduino IDE.

Variable name

ledBrightness
sampleAverage
ledMode
sampleRate
pulseWidth

adcRange

Control register

LED current

Sample Averaging

LED mode

Sample Rate
| Control

Pulse width
Control

ADC range
full scale (nA)

Example4_Hear
tBeat_Plotter

Ox1F

100

411

4096

Table 7-3 Settings of my_ HeartBeat10ms.ino

7.5 Creating a LabVIEW Serial Receive Program

my_HeartBeat
10ms

Ox1F

1000

411

16384

There are many example programs in LabVIEW, including those with features similar to the Arduino IDE
serial monitor. Select Directory Structure in the NI Example Finder. The VI we are going to use is
Continuous Serial Write and Read.vi under "Instrument 10> Serial" (Figure 7-7). Double click to open it
and save it to the folder where you are creating the program.

Browse  Search
Browse sccording to

| Task

® Directory Structurs

Visit ni.com
Toe more exsrnples

lardwiare
Find hardware

L it resuts Yo harchware

Duabie-click 2n examale to open

1 Graphicz and Scund
4 Industry Appicalons,

R Instrument 1O

Detoct Sorin Break

F5-485 Trarscsiver Controlvi
Senal Port Mo

Seial Wiite an
Sedalkioroj

ead o Two Portsvi

Sel Senal Bress Eventy

"3 Signal Pracessirg

i Shale Disaraen

LR s

Infomation

A [Deserption:
Ths sxarmple, while not
spectfically written for the
LabVIEW Real-Time Modlule,
nunc on RT targets

v

Add to lsvorites Setudw. Help Cloze

Figure 7-7 NI Example Finder
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Change VISA resource name to the COM port number
that your Arduino is using and baud rate to "115200" and
press the Run button. When you press the Read button, the
text will appear like a serial monitor (Figure 7-8). The
block diagram looks complicated because this example VI
has many features (Figure 7-9). Delete unused functions
and save as Continuous Serial Read.vi (Figure 7-10). You
can convert the 6-digit string that this VI receives to a
number that you can add, subtract, multiply, divide, or
display in a graph.

Arduino sends at most a 6-digit number and a line feed
code (CR and LF), which is worth two characters, every 10

Termination Character

B ot

*z@n

Fiw ESl Vww Pujat Opwaiw Touh

Sera Vimte and fead v

Uedie Hep

x|
|

o[2]

Instructions
1. Br theV
2 Sppenify o Cammand u-

VA zsoce name

| =27 D

o oy i

“ Uitk Stop ta 100 e

o e VISA funetinee: e n e

Itaquiements: \[-¥154, mver

o el & the it bt

Ling t-e Rewd burtten

Sern Settrge XOMW/FF O wranters
[Rrp o
[ 11s20 [E oo
dekabits NorH
210 {E[
Pty . —_—
= mn: Foc Roet o Teeminatian Chanctee?
e
=)o Lo Vimte 91 lemineton Cheractesi
furw e B
= [sere Io
Teasination Chanac
A || ok sequvaenttoaen
L Chrsctes, whic i uli s foud
T R T K

neseal metmiment saet run iy v 8 bep. W

Comersandd

Figure 7-8 Continuous Serial Write and Read.vi
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Erd Resd on Temmirstion Character? Read Count nespan
[ ] fTue ~pf e L S S
S 7] Command [E} 2]
\ISA resurce name - 4 3 =D —
= : =1 o o) :T.y;'._*&‘,f
30 irst ) 2, o
The Feedback Node 51015 ] previoss
response strirgs. The Concatenate Strings
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Figure 7-9 Block Diagram of Continuous Serial Write and Read.vi
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milliseconds, so let’s estimate the time required for serial communication. The calculation shown in Table 7-4

shows that about 0.7 milliseconds is required. Here, the communication speed of serial communication is

115200bps, but in the case of 9600bps, which is often used, the communication speed is low and the margin is

almost gone. If you process and save the data while receiving it, you may lose the data. In such situations, use

the Producer / Consumer design pattern, a mechanism that separates data reception and data processing to

allow each process to work independently.

This heart rate measurement program with
the MAX30102 has some headroom, but let's use
the producer / consumer design pattern. Select
"File> New ..." from the menu. The New window
will open. Select "From Template> Framework>
Design Patterns> Producer / Consumer
design pattern (data) .vi" and click the OK
button. The block diagram (Figure 7-11) has two
While Loops that queue the string received in the
upper loop into the lower loop. A queue is like a
line of customers in front of a popular store. Even
if the Consumer Loop below is occasionally
stuck, the line will just become a little longer but
can be processed without omission.

This design pattern only provides some buffer
to handle the unstableness of the processing
time, so if processing time continues to be too
slow, the buffer will eventually overflow, but it
can handle temporary glitches cause by, for
instance, UI processes like writing to a graph.

Save it as max30102ChartDisplay.vi in the
folder where you are creating the program. Copy
VISA Configure Serial Port, VISA Read and
VISA Close from Continuous Serial Read.vi
together with the controls and indicators
connected to them and paste them in the loop
above.

It should look like Figure 7-12. The VI can

Item Value
Transfer string

length 8 bytes
Number of

transfer bits per 10 bits
character

Total number of .
transfer bits 80 bits
Data transfer

rate (bps) 115200 bps
Transfer 0.00069sec
time (sec)

Notes

Transfer characters 6 bytes
Control characters (CR+LF) 2 bytes

data bit length 8 bits
start bit 1 bit
stop bit 1 bit

(Transfer string length) X (Number
of transfer bits per character)

bps : bits per second

(Total number of trensfer bits) /
(Data transfer rate)

Table 7-4 Estimated Time Required for Serial

Communication

Compute conditions to decide
whether data is ed.
whether data is queu ]
Toe ~ the consi
- . [Generate the data here.
data [can be any type) - =
...... A E.. : X
1Tk [" lwl.l..~ :I ATk
= f &
(e
stop
@ (=0
- b No Error ’H
= g
2. |
0) ;
This is where you process the data
obtained from the queue.
g

Figure 7-11 Producer/Consumer Design Pattern

(Data).vi
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run as is, but make the following three changes to pass the incoming string to the lower loop through the
queue:

E Producer/Consumer Design Pattem (Data) [max30102ChartDisplay.vi] Block Diagram - m) X
| File Edit View Project Operate Tools Window Help &
DB @ N P 25 wor@ 2| 15otApplicationFont ~ | o~ av E9v Uy *| Sear 4?1
|
Termination Character
I l.=
- e N Response
End Read on Termination Character?
SIS SR——————— -~ Bk ]
VISA resource name s C
= - =Ry | VISA Close
. L hh;\t ~ b 2
7 R
baud rate p
Serial Settings | | _data bits 1A Configure VISA Read
= N Serial Port
= 1 panty E ]
stop bits
flow control data (can be any type) -
—] x
Ik I: -1k
v}

E No Error 't

iE=:

v
20.0b4 (32-bit) <

Figure 7-12 Copying VISA Functions from Continuous Serial Read.vi

1. Move the part that receives the character string output from VISA Read function to No Error subdiagram
of the case structure in the Consumer Loop. Wire it to the string output from Dequeue Element.

2. The Return count output of the VISA Read function outputs the number of characters read, so the Queue
Element should be executed only if the number of characters read is greater than zero. To do so, connect
Return count to the input of Greater Than 0? function and the output of Greater Than 0? function to the
case selector.

Connect read buffer output of VISA Read function to Queue Element.

3. Change the constant connected to Wait (ms) function to "5".
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It should look like Figure 7-13. Run the VI. Now the VI is running in Producer / Consumer design
pattern. Up to this point, what is sent as a numeric character string is displayed as is.

Termination Character

Lu Read Count
End Read on Termination Character?
[TEd
VISA resource name | VISA Close
170 pr—
)
fabc
r R ;1
baud rate VISA Read
Serial Settings data bits VISA Configure g W[True <
3 - Serial Port B
=0z parity
stop bits
flow control data (can be any type -
i ..
-k __; W1IJ~>[III‘
[4[No Error 't
Response
p
L] 7
R

@

Figure 7-13 Pass Incoming String in Queue

Drag and drop Waveform Chart from Graph palette to the front panel. Use Decimal String To Number
function in Strings palette to convert a numeric string to a number, as shown in Figure 7-14. Wire as shown
in Figure 7-15. When executed, the blood flow pulse is displayed as shown in Figure 7-16.

This program will slow down after running for a while. The reason for slowing down is that there are too
many characters in Response string indicator. Since the data is displayed on the waveform chart, Response
is no longer needed, so delete it (Figure 7-17).
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The producer / consumer design pattern uses two While Loops, so the stopping mechanism when the
STOP button is pressed is tricky. Check the operation after Execution Highlights is set to ON and the STOP

button is pressed.
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Figure 7-14 Decimal String To Number
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Figure 7-15 Convert String into Number and Display it in Waveform Graph
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& 7-3.max30102Chartvi
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End Read on Termination Character?
sophits =)
E[e
e e okl Termination Character
v
20,004 [32-0i0) | < >
Figure 7-16 Execute max30102ChartDisplay.vi
End Read on Termination Character?
== Read Count
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Figure 7-17 Delete Response Indicator
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7.6 Create Heart Rate Measurement Program

Modify max30102ChartDisplay.vi to create a VI that calculates the heart rate, which is the number of
heartbeats per minute. Save max30102ChartDisplay.vi with the name MAX30102_Plot.vi. This VI uses a
signal processing function to estimate heart rate from 10 seconds of data.

The sampling interval of the data is important for performing frequency analysis. Since the data is sent
from Arduino every 10ms, the sampling interval dt is 0.01s. The number of data in 10 seconds is 1000, so
prepare an array of 1000 elements. Figure 7-18 shows an array of 1000 elements created and connected to a
shift register. Not shown, but you should also wire the Error subdiagram. New data will be received every
10msec, so the new data will always be updated at the end of the array. Rotate 1D Array.vi is a function that
moves elements in sequence, thinking that the arrays are connected at the beginning and end like a ring.

| & Producer/Consumer Design Pattem (Data) [max20102Chart_Plot_step1.vi] Block Diagram - a X
|
| File Edit View Project Operate Tools Window Help g
>® @ N P % wa@ 7| 15ptApplication Font v | §ov oy EHv L *| Search S .
~

End Read on Termination Character?
) ey Read Count
Termination Character | gy Configure =D
VISA resource name - VISA Read - VISA Close
= =} A n W'{\ &Y
baud ' A2
aud rate
Wait (ms)
Serial Settings data bits M Wait (ms)
08 nd panty
stop bits
flow F:’ontml R Engueue Element |
q E.. X
D>|I| : >
1=
Obtain Queue Release Queue
stop
] Ca-@
Degueue NG Error ~P]
Element =
Looffpca—=— Decimal String To Number
i\{] 3 Waveform Chart
: e
ib‘m v} a
[1000]
C
. v
20.0b4 (32-bit) < >

Figure 7-18 Create Array and Shift Register

128



In Rotate 1D Array.vi, the number of movements n can be specified. Entering "1" moves the last element
at index 999 to index 0 and the element at index 0 to index 1. This function icon is a good example of how a
function can be imagined just by looking at the icon.

Entering "-1" moves index 0 to index 999 (last). The element at index 999 is moved to index 998. The
element with index 1 moves to index 0. When you rotate the array element by "-1" like this, the index 999
becomes the oldest data, so replace it with the new data that came in. Now you can update the new data so
that it is always at the end of the array.

The usage of such an array is called a ring buffer (Figure 7-19).

E Producer/Consumer Design Pattem (Data) [max30102Chart_Plot_step2.vi] Block Diagram - O X
File Edit View Project Operate Tools Window Help E
>® @ M P I wa@ 7| 15ptApplication Font ~ | §ov oy &b lgg »| Search A ? .
~
End Read on Termination Character?
) - Read Count
nahor Character ISA Configure
VISA resource name 228 i [Senal Port VISA Close
TR - = 757
N <5y |G
eud c % e
aud rate s
Serial Settings data bits M Wait (ms)
stop bits
Tflow control dat (can be any type ; Engueue Element
...... b3 {4 E.. x
D iz 1D9EE| ; ]-(IE—;
Obtain Queue Release Queue
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| lﬁ ®
Degueue ”"]!NoErrar v“ ,,,,,,,,,,
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* $DBL ]
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Replace Array Subset
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Figure 7-19 Create Ring Buffer
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In Figure 7-20, the waveform data is created from the sampling interval and the data array and connected
to the waveform graph.

When you run the VI, it should look like Figure 7-21.

End Read on Termination Character?

Termination Character | [y Configure
VISA resource name@—’_L Senal Port
I/0 : :
baud rate
Serial Settings data bits
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Wait (ms)
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stop bits
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'ﬂ]})lﬂ
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. &
gcqucuf =[N Eror <P
emen

Decimal String To Number

Waveform Graph
Initialize Array
oHe He) B
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Figure 7-21 Display of Heartbeat Data on Waveform Graph



When you input the waveform data into Extract Single Tone Information.vi, frequency analysis is
performed and the most prominent frequency is output. Multiply by 60 to get your 1-minute heart rate

(Figure 7-22).

Figure 7-23 shows the display screen.
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Article 7 What LabVIEW NXG Aims for

Technology changes very fast, and the latest technology up to yesterday may be outdated today.
Technology is becoming more complex, and at the same time, new products and technologies
need to be introduced more quickly. LabVIEW NXG is designed to help you quickly achieve
the measurement and control you need for product development. As we already explained in
the previous column, NXG allows you to do Data Acquisition or Analysis before
programming.
Although LabVIEW NXG is still under development, it is expected to have all the features that
LabVIEW has, plus many features that LabVIEW does not have. Familiarize yourself with LabVIEW now. In
the future, when LabVIEW NXG goes beyond LabVIEW, consider switching to LabVIEW NXG.
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List of Example Vis

Chapter Program Name Description
3 3-1 LED Simulator.vi This program calculates the LED current for the supply voltage
and the current limiting resistor with the specified LED
characteristics (forward voltage and maximum current).
3 3-2 my_LED_step1.vi This program calculates the LED current from the supply voltage,
forward voltage and current limiting resistor.
3 3-3my_LED_step2.vi This program was set up so that you cannot enter negative
numbers into the "forward voltage" control.
3 3-4 my LED step3.vi In this program, if the LED current is higher than the "maximum
current", the "LED is damaged?" Indicator lights up.
3 3-5my_LED_step4.vi This program uses a While Loop, so it runs continuously.
4-1 SoundVIEW.vi This program records the audio signal from a microphone and a
PC sound source, analyzes the frequency during playback and
displays a spectrogram.
4-2 AvailableDevice.vi This program displays the sound source recognized by LabVIEW.
4-3 Finite Sound Input.vi This is a sample program provided by NI for capturing audio
signals. It will be changed and used in Chapter 4.
4 4-4 parrot.vi It is a program that takes in an audio signal, waits a short time
and plays it back.
4-5 reverse.vi This program plays the recorded signal in reverse.
4-6 ForLoopSum.vi This program calculates the sum of 1 to N.
4-7 PrimeNumber.vi This program finds all prime numbers less than the specified
positive integer.
4 4-8 2D_array_Display.vi This program introduces various display methods for 2D arrays.
4 4-9 PiPoPa.vi It is a program that generates the tone dial used when making a

call.
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Chapter Program Name Description

4 4-10 easyRecorder.vi It is a program that can record and play back using the state
machine design pattern.

5 5-1_PushCounter.vi It is a counter program that uses Arduino and LINX, and it
increases by 1 when the switch is pressed, and returns to 0 when
it exceeds 10.

5-2_FanControl.vi This program controls the fan speed with a switch counter.

5 5-3_FanControlWith It is a program that stops the fan by holding down the switch.
LongPushStop.vi

5 5-4_FanControlWith This program will stop the fan as soon as you hold down the
LongPushimmediate Stop.vi switch. need improvement.

5 5-5_Push Counter This is a counter program created using another algorithm that
(LatchWhenReleased).vi works the same as 5-2.

5 5-6_Fan Control with Long  This is a VI that behaves like 5-4 created with another algorithm.
Push Stop If you keep pressing the switch, the fan will stop immediately.
(LatchWhenReleased).vi

6 6-1_LINX - Analog Read N  This is a sample VI provided by MakerHub as a programming
Channels.vi example for analog input in LINX. Change and use in Chapter 6.

6 6-2_LED VI Curve.vi This is a program that performs an experiment to measure the
voltage-current characteristics of an LED with a simple circuit and
perform regression analysis on the obtained data.

7 7-1_Continuous Serial Write This is a program provided by NI as an example of a serial

and Read.vi communication program. Modified and used in Chapter 7.

7 7-2_Continuous Serial This is a serial communication reception program modified based
Read.vi on the example of serial communication program.

7 7-3_max30102Chart.vi This program uses the producer / consumer design pattern to

receive and display the heartbeat signal from the Arduino.

7 7-4_max30102HR.vi This program uses a producer / consumer design pattern to
receive a heart rate signal from the Arduino and display the heart
rate.

7 Example4 HeartBeat This program comes with a library provided by SparkFun for
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Chapter Program Name Description

7 my_HeartBeat10ms This Arduino program uses serial communication to send
heartbeat data at 10 millisecond intervals.
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Afterword

LabVIEW does not rank in the so-called "programming language ranking." This is because the subject of
the survey are programmers. LabVIEW was invented for non-programmers such as scientists and engineers.
It is very useful when they want to make programs and devices that automate their tasks to improve the work
efficiency. Can you imagine how much fun it would be if you could borrow a little bit of help from the
computer to make your hobby more convenient? But can you also imagine how difficult and daunting it
would be to learn a language for programmers just for this little bit? LabVIEW can help you here. "Automatic
devices" are needed in various industries, and there are many people who design, program, and maintain
them. LabVIEW is the most popular tool among such professionals.

The Japan LabVIEW Users Group is comprised of professionals who love LabVIEW, and members use
LabVIEW every day to "enjoy" their work and hobbies. Furthermore, we wish that more people could get a
hand on this incredible tool. However, it is truly regrettable that LabVIEW is not so widespread, perhaps
because it is for the professionals and the price is not cheap.

One day, we obtained the information that "LabVIEW Professional Edition will be available for free." To
this we thought, “This may drastically increase the number of our LabVIEW peers!” As beta testing began and
our expectations grew, we decided to create a "document for users who interact with LabVIEW for the first
time in the Community Edition." Publishing this for free. Targeting the content for junior and senior high
school students for ease of understanding. “Physical computing,” where the computer and the real world are
physically connected, should be the theme to allow the readers to experience the joy of programming the
most. Announcing the publication in May when the official release is scheduled. The project was started with
such plans at the end of January 2020. Volunteers presented outlines, drafted text for each part, and created
example VIs. Another member conducted the experiment by following the text to check the reproducibility.
Another member translated the text from Japanese to English. This book was created through proofreading,
writing additional columns, designing drawings, and setting layouts. We hope you can feel our love for
LabVIEW.

We hope you become fond of LabVIEW. And if you make a new VI that doesn't appear in this document,
or if you wrote an article about a perspective or an idea in your area of expertise, please let us and other users
know. Let's enjoy together.

Hirotake Watashima
Chairman, Japan LabVIEW Users Group
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